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Important User Information

Read this document and the documents listed in the additional resources section about installation, configuration, and operation of this equipment before you install, configure,
operate, or maintain this product. Users are required to familiarize themselves with installation and wiring instructions in addition to requirements of all applicable codes, laws, and
standards.

Activities including installation, adjustments, putting into service, use, assembly, disassembly, and maintenance are required to be carried out by suitably trained personnel in
accordance with applicable code of practice.

If this equipment is used in a manner not specified by the manufacturer, the protection provided by the equipment may be impaired.
In no event will Rockwell Automation, Inc. be responsible or liable for indirect or consequential damages resulting from the use or application of this equipment.

The examples and diagrams in this manual are included solely for illustrative purposes. Because of the many variables and requirements associated with any particular installation,
Rockwell Automation, Inc. cannot assume responsibility or liability for actual use based on the examples and diagrams.

No patent liability is assumed by Rockwell Automation, Inc. with respect to use of information, circuits, equipment, or software described in this manual.
Reproduction of the contents of this manual, in whole or in part, without written permission of Rockwell Automation, Inc., is prohibited.

Throughout this manual, when necessary, we use notes to make you aware of safety considerations.

WARNING: Identifies information about practices or circumstances that can cause an explosion in a hazardous environment, which may lead to personal injury or

death, property damage, or economic loss.

ATTENTION: Identifies information about practices or circumstances that can lead to personal injury or death, property damage, or economic loss. Attentions help

you identify a hazard, avoid a hazard, and recognize the consequence.

| >

IMPORTANT: |dentifies information that is critical for successful application and understanding of the product.

These labels may also be on or inside the equipment to provide specific precautions.

SHOCK HAZARD: Labels may be on or inside the equipment, for example, a drive or motor, to alert people that dangerous voltage may be present.

BURN HAZARD: Labels may be on or inside the equipment, for example, a drive or motor, to alert people that surfaces may reach dangerous temperatures.

ARC FLASH HAZARD: Labels may be on or inside the equipment, for example, a motor control center, to alert people to potential Arc Flash. Arc Flash will cause severe

> > >

injury or death. Wear proper Personal Protective Equipment (PPE). Follow ALL Regulatory requirements for safe work practices and for Personal Protective Equipment
(PPE).

The following icon may appear in the text of this document.

O Tip: |dentifies information that is useful and can help to make a process easier to do or easier to understand.

Rockwell Automation recognizes that some of the terms that are currently used in our industry and in this publication are not in alignment with the movement toward inclusive
language in technology. We are proactively collaborating with industry peers to find alternatives to such terms and making changes to our products and content. Please excuse the
use of such terms in our content while we implement these changes.
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Summary of changes

This manual includes new and updated information. Use these reference tables to locate changed information.

Grammatical and editorial style changes are not included in this summary.

Global changes

None in this release.

New or enhanced features

This table contains a list of topics changed in this version, the reason for the change, and a link to the topic that contains the changed information.

Change Topic

Added notation to Safety instruction signature topic. Safety instruction signature on page 19
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Preface

This manual shows how to use Add-On Instructions, which are custom instructions that you design and create, for the Logix Designer application.

If you design, program, or troubleshoot safety applications that use GuardLogix controllers, refer to the GuardLogix Safety Application Instruction Set Safety Reference Manual,
publication 1756-RM095.

This manual is one of a set of related manuals that show common procedures for programming and operating Logix 5000 controllers.
For a complete list of common procedures manuals, refer to the Logix 5000 Controllers Common Procedures Programming Manual, publication 1756-PM001.

The term Logix 5000 controller refers to any controller based on the Logix 5000 operating system. Rockwell Automation recognizes that some of the terms that are currently used
in our industry and in this publication are not in alignment with the movement toward inclusive language in technology. We are proactively collaborating with industry peers to find
alternatives to such terms and making changes to our products and content. Please excuse the use of such terms in our content while we implement these changes.

Studio 5000 environment

The Studio 5000 Automation Engineering & Design Environment® combines engineering and design elements into a common environment. The first element is the Studio 5000
Logix Designer® application. The Logix Designer application is the rebranding of RSLogix 5000® software and will continue to be the product to program Logix 5000™ controllers for
discrete, process, batch, mation, safety, and drive-based solutions.

Studio 5000 Logix Designer”

The Studio 5000® environment is the foundation for the future of Rockwell Automation® engineering design tools and capabilities. The Studio 5000 environment is the one place for
design engineers to develop all elements of their control system.

Additional resources

These documents contain additional information concerning related Rockwell Automation products.

Resource Description
Industrial Automation Wiring and Grounding Guidelines, publication, 1770-4.1 Provides general guidelines for installing a Rockwell Automation industrial system.
Rockwell Automation product certifications Provides declarations of conformity, certificates, and other certification details.

View or download publications at https://www.rockwellautomation.com/en-us/support/documentation/literature-library.html. To order paper copies of technical documentation,
contact a local Rockwell Automation distributor or sales representative.

Understanding terminology

This table defines some of the terms used in this manual when describing how parameters and arguments are used in Add-On Instructions.

Term Definition

Rockwell Automation, Inc. Publication 1756-PMOT0M-EN-P - September 2024
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Argument An argument is assigned to a parameter of an Add-On Instruction instance. An argument contains
the specification of the data used by an instruction in a user program. An argument can contain the
following:

e Asimple tag(for example, L101)

« Aliteral value (for example, 5)

«  Atag structure reference (for example, Recipe.Temperature)
«  Adirect array reference (for example, Buffer{1])

» Anindirect array reference (for example, Buffer{ Index+1])

«  Acombination (for example, Buffer[ Index+1].Delay)

Parameter Parameters are created in the Add-On Instruction definition. When an Add-On Instruction is used
in application code, arguments must be assigned to each required parameter of the Add-On
Instruction.

InOut parameter An InOut parameter defines data that can be used as both input and output data during the

execution of the instruction. Because InOut parameters are always passed by reference, their values
can change from external sources during the execution of the Add-On Instruction.

Input parameter For an Add-On Instruction, an Input parameter defines the data that is passed by value into the
executing instruction. Because Input parameters are always passed by value, their values cannot
change from external sources during the execution of the Add-On Instruction.

Output parameter For an Add-On Instruction, an Output parameter defines the data that is produced as a direct result
of executing the instruction. Because Output parameters are always passed by value, their values
cannot change from external sources during the execution of the Add-On Instruction.

Passed by reference When an argument is passed to a parameter by reference, the logic directly reads or writes the
value that the tag uses in controller memory. Because the Add-On Instruction is acting on the same
tag memory as the argument, other code or HMI interaction that changes the argument's value can
change the value while the Add-On Instruction is executing.

Passed by value When an argument is passed to a parameter by value, the value is copied in or out of the parameter
when the Add-On Instruction executes. The value of the argument does not change from external
code or HMI interaction outside of the Add-On Instruction itself.

Module reference parameter A module reference parameter is an InOut parameter of the MODULE data type that points to the
Module Object of a hardware module. You can use module reference parameters in both Add-on
Instruction logic and program logic. Since the module reference parameter is passed by reference, it
can access and modify attributes in a hardware module from an Add-On Instruction.

Legal notices

Rockwell Automation publishes legal notices, such as privacy palicies, license agreements, trademark disclosures, and other terms and conditions on the Legal Notices page of
the Rockwell Automation website.

Software and Cloud Services Agreement

Review the Rockwell Automation Software and Cloud Services Agreement here.

Open Source Software Licenses

The software included in this product contains copyrighted software that is licensed under one or mare open source licenses.

You can view a full list of all open source software used in this product and their corresponding licenses at this URL:

Studio 5000 Logix Designer Open Source Attribution List

You may obtain Corresponding Source code for open source packages included in this product from their respective project web site(s). Alternatively, you may obtain complete

Corresponding Source code by contacting Rockwell Automation via the Contact form on the Rockwell Automation website: http://www.rockwellautomation.com/global/about-
us/contact/contact.page. Please include "Open Source" as part of the request text.
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Chapter 1

Designing Add-On Instructions

Introduction

About Add-On Instructions

Rockwell Automation, Inc.

Add-On Instructions are used in your routines like any built-in instructions. You add calls to your instruction and then

define the arguments for any parameters.

With Add-On Instructions, you can create new instructions for sets of commonly-used logic, provide a common

interface to this logic, and provide documentation for the instruction.

Add-On Instructions are intended to be used to encapsulate commonly used functions or device control. They are not

intended to be a high-level hierarchical design tool. Programs with routines are better suited to contain code for the

area or unit levels of your application. The following table lists the benefits of using Add-On Instructions.

Reuse Code

You can use Add-On Instructions to promote consistency
between projects by reusing commonly-used control

algorithms.

If you have an algorithm that will be used multiple times
in the same project or across multiple projects, it may
make sense to incorporate that code inside an Add-On

Instruction to make it modular and easier to reuse.

Provide an easier to understand interface

You can place complicated algorithms inside of an Add-On
Instruction, and then provide an easier to understand
interface by making only essential parameters visible or

required.

You can reduce documentation development time through

automatically generating instruction help.

Export and import an Add-On Instruction

You can export an Add-On Instruction to an .L5X file that
can then be imported into another project. You can also

copy and paste between projects.

Simplify maintenance

You can simplify code maintenance because Add-On
Instruction logic, monitored in the Logix Designer
application, animates with tag values relative to that

specific instance of the Add-On Instruction.

Track revisions, view change history, and confirm instruction

functionality

You can add an instruction signature to your Add-On
Instruction, which generates a unique identifier and
prevents the instruction from being edited without

resulting in a change to the signature.

Use Add-On-Instructions across multiple projects. You can define the instructions, the instructions can be provided to

you by someane else, or they can be copied from another project.
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Chapter1  Designing Add-On Instructions

Once defined in a project, they behave similarly to the built-in instructions already available in the Logix Designer
application. They appear on the instruction toolbar and in the instruction browser for easy access, just like built-in

Logix Designer application instructions.

Like standard Add-On Instructions, safety Add-On Instructions let you encapsulate commonly-used safety logic into
a single instruction, making it modular and easier to reuse. In addition to the instruction signature used for high-
integrity Add-On Instructions, safety Add-On Instructions feature a SIL 3 safety instruction signature for use in safety-

related functions up to and including SIL 3.

Refer to the safety reference manual for your contraoller, listed in the Additional resources on page , for details on

certifying safety Add-On Instructions and using them in SIL 3 safety applications.

Components of an Add-On Instruction

General information

12

Add-On Instructions are made up of the following parts.

The General tab contains the information you enter when you first create the instruction. You can use this tab to
update that information. The description, revision, revision note, and vendor information is copied into the custom
help for the instruction. The revision is not automatically managed by the software. You are responsible for defining

how it is used and when it is updated.

Add-On Instruction Definition - Simulation_DT1stv1.0

=N Nl =)

General” | Parameters | Local Tags | Scan Modes | Signature IChange History I Help |

Name: Simulation_DT_1st

Description: Simulation instruction which includes a dead time anda =
first order lag |

. Fr

Type: 1 Function Block Diagram Change Type...
Major Minor Extended Text

Revision: 1= 0 2| Sim DT 1st

Revision Mote: L

Vendor: Rockwell Automation

Copy all default values of parameters and local tags whose values were modffied to all tags of this instruction type

Data Type Size: 4 byte (s) [ OK ] [ Cancel ] [ Apply ] [ Help

Publication 1756-PMOT0M-EN-P - September 2024 Rockwell Automation, Inc.
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Chapter1  Designing Add-On Instructions

Class information for safety controller projects appears on the General tab as well. The class can be standard or
safety. Safety Add-On Instructions must meet requirements specific to safety applications. See Safety Add-On

Instructions on page 18 for more information.

&1 Add-On Instruction Definition - SafetyAddOnlnstruction v1.0 == =

General | Parameters I Local Tags IScan Modes I Signature | Change History I Help |

Name: Safety AddOninstruction

Description: i

Class: Safety -

Type: Standard ‘

Major Minor Extended Text

Revision: 1k o =

Revision Mote: L

Vendor: Roclowell

Copy all default values of parameters and local tags whose values were modified to all tags of this instruction type
Data Type Size: 4 byte (5) [ OK ] ’ Cancel Apply Help

Parameters
»  What data needs to be passed to the instruction?
»  What information needs to be accessible outside of the instruction?
» Do alias parameters need to be defined for data from local tags that needs to be accessible from outside the
Add-On Instruction?
»  How does the parameters display? The order of the parameters defines the appearance of instruction.
«  Which parameters should be required or visible?
Local tags
»  What data is needed for your logic to execute but is not public?
» Identify local tags you might use in your instruction. Local tags are useful for items such as intermediate
calculation values that you do not want to expose to users of your instruction.
» Do you want to create an alias parameter to provide outside access to a local tag?
Data Type

Parameters and local tags are used to define the Data Type that is used when executing the instruction. The
software builds the associated Data Type. The software orders the members of the Data Type that correspond to the

parameters in the order that the parameters are defined. Local tags are added as hidden members.

Rockwell Automation, Inc. Publication 1756-PMOT0M-EN-P - September 2024 13



Chapter1  Designing Add-On Instructions

Logic routine

14

The Data Type for a Local Tag may not be:

»  Amulti-dimensional array or an object type, which includes all Motion types, MSG, ALARM_ANALQG, and

ALARM_DIGITAL.

«  Adata type used only for InOut parameters (MODULE).

The Data Type field is unavailable for members of a Local Tag.

The logic routine of the Add-On Instruction defines the primary functionality of the instruction. It is the code that

executes whenever the instruction is called. The following image is the interface of an Add-On Instruction and its

primary logic routine that defines what the instruction does.

Lewel Loop 101
Simulated Level

based on Valve Pos,

LIC101_Sim

0.0
LW _101 [ Input

ProcSim

Proceszs Simulation (Deadtime-=Lag)

0.0
Cutput ] LIT_101

Simulation Input
(Eng Unitz)

Deadtime Instruction

Leadlag Instruction

Leadtime (zeconds)

oo
Cfg_DeadTime o, Deadtime

Lag Time Constant
(Feconds)

a0
Cfg_LagTime

Badking Tag Badking Tag
DEDT_01 LOLE_01
LEDT | Lol o |
Ceadtime Lead-Lag
0.0
In Out O————]In Out
—— | Lag
Storagesrray LeadTimeShiftarray

Simulation Output
(Eng Unit=)

0.0
] Output
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Chapter1  Designing Add-On Instructions

Optional Scan Modes routines

Instruction signature

Rockwell Automation, Inc.

You can define additional routines for scan mode behavior.

Add-0On Instruction Definition - Simulate_Feedback v1.0

| General I Parameters | Local Tags | Scan Modes | Signature | Change History | Help |

The controller prescans and postscans the Add-On Instruction Logic routing but will not execute the Logic
routing when Enableln is false.

Optional Prescan, Postscan and EnablelnFalse routines may be configured below.

Prescan routine: Executes priorto first scan on transition from program to run
Execute Prescan routine after the Logic routine is prescanned Go To
Postscan routing: Executes on last scan of a step if SFC is configured for automatic reset

Execute Postscan routine after the Logic routine is postscanned Mew... GoTo

Eniable InFalze routing: Executes when the Enableln parameter iz false

Execute EnablelnFalse routine Mew... Go To

Copy all defautt values of parameters and local tags whose values were modified to all tags of this instruction type

Data Type Size: 8 byte (s) oK ] [ Cancel Apply Help

The instruction signature, available for both standard and safety controllers, lets you quickly determine if the Add-On
Instruction has been modified. Each Add-On Instruction has its own instruction signature on the Add-On Instruction
definition. The instruction signature is required when an Add-On Instruction is used in SIL 3 safety-related functions,

and may be required for regulated industries. Use it when your application calls for a higher level of integrity.

Once generated, the instruction signature seals the Add-On Instruction, preventing it from being edited until the
signature is removed. This includes rung comments, tag descriptions, and any instruction documentation that was

created. When an instruction is sealed, you can perform only these actions:

»  Copy the instruction signature

«  Create or copy a signature history entry

»  Create instances of the Add-On Instruction
»  Download the instruction

»  Remove the instruction signature

»  Printreports

The instruction signature does not prevent referenced Add-On Instructions or User-defined Data Types from being
modified. Changes to the parameters of a referenced Add-On Instruction or to the members of a referenced User-

defined Data Type can cause the instruction signature to become invalid. These changes include:

» Adding, deleting, or moving parameters, local tags, or members in referenced User-defined Data Types.
»  Changing the name, data type, or display style of parameters, local tags, or members in referenced User-

defined Data Types.

Publication 1756-PMO10M-EN-P - September 2024 15



Chapter1  Designing Add-On Instructions

If you want to enable project documentation or source protection on an Add-On Instruction to be sealed with an
instruction signature, you need to import the translated information or apply source protection before generating the
signature. You must have the source key to generate a signature or to create a signature history entry for a source-

protected Add-On Instruction that has an instruction signature.

See Defining Source Protection for an Add-On Instruction on page 52 for more information on source protecting

your Add-On Instruction.

O Tip:

The instruction signature is not guaranteed to be maintained when migrating between major revisions of
RSLogix5000 or <Product_Name_RSL5K>.

Signature history

The Signature history provides a record of signatures for future reference. A signature history entry consists of the
name of the user, the instruction signature, the timestamp value, and a user-defined description. Up to six history

entries can be stored. If a seventh entry is made, the oldest entry is automatically deleted.

Change History

The Change History tab displays the creation and latest edit information that is tracked by the software. The By

fields show who made the change based on the Windows user name at the time of the change.

‘& Add-On Instruction Definition - Simulation_DT_1st v1.0 Sim DT 1st == =

|Genem| I Parameters | Local Tags | Scan Modes | Signaturs | Change History |Help |

Created: 6/19/2014 4:26:42 PM
By: RA-INT*LWoods

Edited: 6/19/2014 5:05:03 FM
By: RA-INT"LWoods

m

IEEr |denties

Copy all default values of parameters and local tags whose values were modified to all tags of this instruction type

Data Type Size: 4 byte (5) OK ] [ Cancel Apply Help
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Chapter1  Designing Add-On Instructions

The name, revision, description, and parameter definitions are used to automatically build the Instruction Help. Use
the Extended Description Text to provide additional Help documentation for the Add-On Instruction. This content

reflects updates as Parameters or other attributes are changed in the definition.

The Instruction Help Preview shows how your instruction will appear in the various languages, based on parameters

defined as required or visible.

e

&3 Add-On Instruction Definition - Simulation DT 1st v1.0 [= [ =][==]

| General I Parameters I Local Tags™ | Scan Modes | Signature IChange Histor'_.'l Help |

Bxtended Description Text:

Instruction Help Preview:

Simulation_DT_1st v1.0 Sim DT 1st

Rockwell Automation

[Contact the Add-On Instruction developer for questions or problems with this
natruction]

m

Simulation instruction which includes a dead time and a first order lag.

Available Languages -

Copy all default values of parameters and local tags whose values were modffied to all tags of this instruction type

Data Type Size: 77 byte (s) [ OK ] ’ Cancel ] ’ Apply ] ’ Help

Considerations for Add-0n Instructions

Instruction functionality

Encapsulation

Rockwell Automation, Inc.

When deciding whether to develop an Add-On Instruction, consider the following aspects.

Complex instructions tend to be highly application specific and not reusable, or require extensive configuration
support code. As with the built-in instructions, Add-On Instructions need to do one thing, do it well, and support
modular coding. Consider how the instruction will be used and manage interface complexity for the end user or

application.

Add-On Instructions are best at providing a specific type of functionality or device contraol.

Add-On Instructions are designed to fully encapsulate the code and data associated with the instruction. The logic
inside an Add-On Instruction uses only the parameters and local tags defined by the instruction definition. There is

no direct programmatic access to controller or program scope tags. This lets the Add-On Instruction be a standalone
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Safety Add-On Instructions

Instruction signature

18

component that can execute in any application that calls it by using the parameters interface. It can be validated

once and then locked to prevent edits.

Safety Add-On Instructions are used in the safety task of GuardLogix safety controllers. Create a safety Add-On
Instruction if you need to use your instruction in a safety application. Safety Add-On Instructions are subject to a
number of restrictions. These restrictions, enforced by Logix Designer application and all GuardLogix controllers, are

listed here for informational purposes only.

»  They may use only safety-approved instructions and data types.

» Al parameters and local tags used in a safety Add-On Instruction must also be safety class.

«  Safety Add-On Instructions use ladder diagram logic only and can be called in safety routines only, which are
currently restricted to ladder logic.

»  Safety Add-On Instructions may be referenced by other safety Add-On Instructions, but not by standard Add-
On Instructions.

»  Safety Add-On instructions cannot be created, edited, or imported when a safety project is safety-locked or

has a safety task signature.

Refer to the the safety reference manual for your controller, listed in the Additional resources on page  for
information on how to certify a safety Add-On Instruction as well as details on requirements for safety applications,

the safety task signature, and a list of approved instructions and data types.

The instruction signature, available for both standard and safety controllers, lets you quickly determine if the Add-On
Instruction has been modified. Each Add-On Instruction has its own instruction signature on the Add-On Instruction
definition. The instruction signature is required when an Add-On Instruction is used in SIL 3 safety-related functions,

and may be required for requlated industries. Use it when your application calls for a higher level of integrity.

Once generated, the instruction signature seals the Add-On Instruction, preventing it from being edited until the
signature is removed. This includes rung comments, tag descriptions, and any instruction documentation that was

created. When an instruction is sealed, you can perform only these actions:

»  Copy the instruction signature

»  Create or copy a signature history entry

»  Create instances of the Add-On Instruction
»  Download the instruction

»  Remove the instruction signature

e Printreports

The instruction signature does not prevent referenced Add-On Instructions or User-defined Data Types from being
modified. Changes to the parameters of a referenced Add-On Instruction or to the members of a referenced User-

defined Data Type can cause the instruction signature to become invalid. These changes include:

»  Adding, deleting, or moving parameters, local tags, or members in referenced User-defined Data Types.
»  Changing the name, data type, or display style of parameters, local tags, or members in referenced User-

defined Data Types.
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If you want to enable project documentation or source protection on an Add-On Instruction to be sealed with an
instruction signature, you need to import the translated information or apply source protection before generating the
signature. You must have the source key to generate a signature or to create a signature history entry for a source-

protected Add-On Instruction that has an instruction signature.

See Defining Source Protection for an Add-On Instruction on page 52 for more information on source protecting

your Add-On Instruction.

Q Tip:

The instruction signature is not guaranteed to be maintained when migrating between major revisions of
RSLogix5000 or <Product_Name_RSL5K>.

When a sealed safety Add-On Instruction is downloaded for the first time, a SIL 3 Safety Instruction Signature is

automatically generated.

The Safety Instruction Signature is a number that identifies the execution characteristics of the safety Add-On
Instruction (AOI). The Safety Instruction Signature is different than the ID, which consists of a number and time stamp

which helps determine if the instruction has been modified.

The Safety Instruction Signature takes into account a variety of factors that affect execution characteristics of the
Safety Instruction, such as firmware and software version, and technology considerations such as compilers and
hardware platform. Therefore, the Safety Instruction Signature is not guaranteed to be maintained when migrating

between major revisions of Logix Designer.

O Tip: The Safety Instruction Signature is computed by the controller and may change upon download.

For details on how to certify a safety Add-On Instruction, refer to the safety reference manual for your controller,

listed in the Additional resources on page

»  What language do you want to use to program your instruction?
The primary logic of your instruction will consist of a single routine of code. Determine which software
programming language to use based on the use and type of application. Safety Add-On Instructions are
restricted to Ladder Diagram.

» If execution time and memory usage are critical factors, refer to the Logix5000 Controllers Execution Time

and Memory Use Reference Manual, publication 1756-RM087.

Some instructions execute (or retrigger) only when rung-condition-in toggles from false to true. These are
transitional-ladder diagram instructions. When used in an Add-On Instruction, these instructions will not detect the

rung-in transition to the false state. When the Enableln bit is false, the Add-On Instruction logic routine no longer
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Runtime editing

Nesting Add-On Instructions
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executes, thus the transitional instruction does not detect the transition to the false state. Extra conditional logic is

required to handle triggering of transitional instructions contained in an Add-On Instruction.

Some examples of transitional instructions include: ONS, MSG, PXR0, SRT, some of the ASCII instructions, and some of

the Motion instructions.

O Tip: The EnablelnFalse routine can be used to provide the conditioning required to retrigger transitional
instructions contained in an Add-On Instruction. However, this method will not work for calls to this Add-
On Instruction contained in a Structured Text routine, since Enableln is always true for calls in Structured
Text.

Add-On Instructions have one primary logic routine that defines the behavior of the instruction when executed. This
logic routine is like any other routine in the project and has no additional restrictions in length. The total number of

Input parameters plus Output parameters plus local tags can be up to 512.

Logix Designer versions 27 and earlier do not set a limit on the number of InOut parameters. However, limit extended
properties (.@Min and .@Max syntax) should not be defined on an InOut parameter of an Add-On Instruction and

should not be used in Add-On Instruction definition logic or the logic does not verify.
Logix Designer version 28 limits the number of InOut parameters for Add-On Instructions to 40.

Logix Designer versions 29 and later limit the number of InQut parameters for Add-On Instructions to 64 and limit the
Add-On Instruction nesting levels to 16. Rockwell recommends limiting the level of nesting to eight levels to reduce

complexity and make the instruction easier to manage.
Limits cannot be accessed inside Add-On Instruction logic.

The maximum data instance supported (which includes Inputs, Outputs, and local tags) is two megabytes. The data

type size is displayed on the bottom of the Parameters and Local Tags tab in the Add-On Instruction Definition.

lﬂl Data Type Size: 77 byte (g)

Add-On Instructions can only be edited offline. If the intended functionality needs to be changed in a running

controller, consider carefully if an Add-On Instruction is suitable.

Add-On Instructions can call other Add-On Instructions in their routines. This provides the ability to design more
modular code by creating simpler instructions that can be used to build more complex functionality by nesting
instructions. The instructions can be nested up to 16 levels deep. However, Rockwell recommends limiting the level of

nesting to eight levels to reduce complexity and make the instruction easier to manage.
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Add-0n Instructions cannot call other routines through a JSR instruction. You must use nested instructions if you

need complex functionality consisting of multiple routines.

O Tip: To nest Add-On Instructions, both the nested instruction and the instruction that calls it must be

of the same class type or the calling instruction will not verify. That is, standard Add-On Instructions

may call only standard Add-On Instructions and safety Add-On Instructions may call only safety Add-On

Instructions.

Routines versus Add-0n Instructions

Rockwell Automation, Inc.

You can write your code in three basic ways: to run in-line as a main routine, to use subroutine calls, or as Add-On

Instructions. The following table summarizes the advantages and disadvantages of each.

Aspect Main Routine Subroutine Add-On Instruction
Accessibility N/A Within program (multiple Anywhere in controller (single
copies, one for each program) | copy for the entire project)
Parameters N/A Pass by value Pass by value with Input and
Output parameters
Numeric parameters N/A No conversion, user must Automatic data type
manage conversion for Input and
Output parameters
Parameters data types N/A Atomic, arrays, structures Atomic for any parameter
Arrays and structures must be
InOut parameters
Parameter checking N/A None, user must manage Verification checks that
correct type of argument has
been provided for a parameter
Data encapsulation N/A All data at program or Local data is isolated (only

controller scope (accessible to

anything)

accessible within instruction)

Monitor/debug

In-line code with its data

Mixed data from multiple calls,

which complicates debugging

Single calling instance data,

which simplifies debugging

Supported programming FBD, LD, SFC, ST FBD, LD, SFC, ST FBD, LD, ST

languages

Callable from N/A FBD, LD, SFC, ST FBD, LD, SFC through ST, ST
Protection Locked and view only Locked and view only Locked and view only

Documentation

Routine, rung, textbox, line

Routine, rung, textbox, line

Instruction, revision
information, vendor, rung,

textbox, line, extended help

Execution performance

Fastest

JSR/SBR/RTN instructions add

overhead

All data is copied

Call is more efficient
InOut parameters are passed

by reference, which is faster
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Programmatic access to data

Indexed reference impact

than copying data for many

types

Parameter references are
automatically offset from
passed-in instruction tag

location

Memory use

Most used

Very compact

Compact call requires more

memory than a subroutine call

All references need an

additional word

Edit

Online/offline

Online/offline

Offline only

Import/export

Entire routine, including tags
and instruction definitions to

L5X

Entire routine, including tags
and instruction definitions to

LbX

Full instruction definition
including routines and tags to

LbX

Instruction signature

N/A

N/A

32-bit signature value seals
the instruction to prevent
modification and provide high

integrity

Input and Output parameters and local tags are used to define an instruction-defined data type. Each parameter or

local tag has a member in the data type, although local tag members are hidden from external use. Each call to an

Add-On Instruction uses a tag of this data type to provide the data instance for the instruction's execution.

The parameters of an Add-On Instruction are directly accessible in the controller's programming through this

instruction-defined tag within the normal tag-scoping rules.

Local tags are not accessible programmatically through this tag. This has impact on the usage of the Add-On

Instruction. If a structured (including UDTs), array, or nested Add-On Instruction type is used as a local tag (not InOut

parameters), then they are not programmatically available outside the Add-On Instruction definition.

O Tip: You can access a local tag through an alias parameter.

See Creating an alias parameter for a local tag on page 25.

Unavailable instructions within Add-0n Instructions

22

Most built-in instructions can be used within Add-On Instructions. The following instructions cannot be used.

Unavailable Instruction Description
BRK Break
EOT End of Transition
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Use GSV and SSV instructions
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EVENT Event Task Trigger

FOR For (For/Next Loop)

10T Immediate Output

JSR Jump to Subroutine

JXR Jump to External Routine
MAOC Motion Arm Output Cam

PATT Attach to Equipment Phase
PCLF Equipment Phase Clear Failure
PCMD Equipment Phase Command
PDET Detach from Equipment Phase
POVR Equipment Phase Override Command
RET Return

SBR Subroutine

SFP SFC Pause

SFR SFC Reset

Safety application instructions, such as Safety Mat (SMAT), may be used in safety Add-On Instructions only. For

detailed information on safety application instructions, refer to the GuardLogix Safety Application Instruction Set

Safety Reference Manual, publication 1756-RM095.

In addition, the following instructions may be used in an Add-On Instruction, but the data instances must be passed

as InOut parameters.

.

ALMA (Analog Alarm)
ALMD (Digital Alarm)
All Motion Instructions
MSG (Message)

When using GSV and SSV instructions inside an Add-On Instruction, the following classes are supported:

AddOnInstructionDefinition

O Tip: GSV-only. SSV instructions will not verify. Also, the classes that represent programming

components (Task, Program, Routine, AddOninstructionDefinition) support only 'this’ as the

Instance Name.

Axis

Controller
Controller Device
CoordinateSystem
CST
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O Tip: GSV-only. SSV instructions will not verify.

« DA
»  Faultlog

e HardwareStatus

O Tip: GSV-only. SSV instructions will not verify.

*  Message

¢ Module

e MotionGroup

*  Program

Q Tip: The classes that represent programming components (Task, Program, Routine,

AddOnlnstructionDefinition) support only 'this’ as the Instance Name.

*  Redundancy

*  Routine

»  Safety

»  Serial Port
o Task

»  TimeSynchronize
»  WallClockTime

When you enter a GSV or SSV instruction, Logix Designer application displays the object classes, object names, and

attribute names for each instruction. This table lists the attributes for the AddOnInstructionDefinition class.

Attribute Name Data Type Attribute Description

MajorRevision DINT Major revision number of the Add-On
Instruction

MinorRevision DINT Minor revision number of the Add-On
Instruction

Name String Name of the Add-On Instruction

RevisionExtendedText String Text describing the revision of the Add-On
Instruction

Vendor String Vendor that created the Add-On
Instruction

LastEditDate LINT Date and time stamp of the last edit to an
Add-On Instruction

SignaturelD DINT 32-bit instruction signature value

SafetySignaturelD DINT 32-bit safety instruction signature value
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For more information on using GSV and SSV instructions, refer to the Logix Controllers Instructions Reference Manual,

publication 1756-RM009.

Considerations when creating parameters

Consider the following information when you are creating parameters.

Passing arguments to parameters by reference or by value

The following information will help you understand the differences between passing argument tags to parameters by

reference or by value.

Aspect By Value (Input or Qutput) By Reference (InOut)

Value Synchronous—the argument's value does | Asynchronous—the argument's value
not change during Add-On Instruction may change during Add-On Instruction
execution. execution. Any access by the instruction's

logic directly reads or writes the passed
tag's value.

Performance Argument values are copied in and out of | Parameters access argument tags
the parameters of the Add-On Instruction. | directly by reference, which leads to
This takes more time to execute a call to | faster execution of instruction calls.
the instruction.

Memory usage Most amount. Least amount.

Parameter data types supported Atomic (SINT, DINT, INT, REAL, BOOL). Atomic, arrays, and structures.

Selecting a data type for a parameter

The Logix5000 controllers perform DINT (32 bit) and REAL (32 bit) math operations, which causes DINT data types to
execute faster than other integer data types. Data conversion rules of SINT to INT to DINT are applied automatically,
and can add overhead. Whenever possible, use DINT data types for the Add-On Instruction Input and Output

parameters.

Creating an alias parameter for a local tag

Rockwell Automation, Inc.

Alias parameters simplify connecting local tags to an Input or Output tag that is commonly used in the Add-On
Instruction’s application without requiring that manual code be created to make the association. Aliases can be used
to define an Input or Output parameter with direct access to a local tag or its member. Changing the value of an alias

parameter changes the data of the local tag or local tag member it represents and vice versa.

Alias parameters are subject to these restrictions:

»  Alias parameters must be either Input or Output parameters.

»  You can only create an alias parameter for a local tag or its member.

«  Only one Input and one Output parameter may be mapped to the same local tag or the same member of a
local tag.

»  Only BOOL, SINT, INT, DINT, and REAL data types may be used.
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» Alias parameters may not be constants.
»  The External Access type of an alias parameter matches the External Access type of the local tag to which it
is mapped.

For information on constants and External Access, see Data access control on page 28.

Using a single dimension array as an InQut parameter

The InOut parameter can be defined to be a single dimension array. When specifying the size of this array, consider

that the user of your array can either:
»  Pass an array tag that is the same size as your definition.

»  Passan array tag that is larger than your definition.

When developing your logic, use the Size instruction to determine the actual size of the referenced array to

accommodate this flexibility.

O Tip: When you monitor an array InOut parameter inside of the logic routine, the parameter definition is
used to determine the size of the array. For example, assume you have defined an InOut parameter to be
a10-element array of DINTs and the end user passes in an array of 100 DINTs. Then if you open the Add-
On Instruction logic, select the appropriate context for that call, and monitor the array parameter, only 10

elements will be displayed.

Determining which parameters to make visible or required

26

To help be sure that specific data is passed into the Add-On Instruction, you can use required parameters. A required
parameter must be passed each argument for a call to the instruction to verify. In Ladder Diagram and Structured
Text, this is done by specifying an argument tag for these parameters. In a Function Block Diagram, required Input
and Output parameters must be wired, and InOut parameters must have an argument tag. If a required parameter
does not have an argument assaciated, as described above, then the routine containing the call to the Add-On

Instruction will not verify.

For Output parameters, making a parameter visible is useful if you do not usually need to pass the parameter value

out to an argument, but you do want to display its value prominently for troubleshooting.

Required parameters are always visible, and InOut parameters are always required and visible. All Input and Output
parameters, regardless of being marked as required or visible, can be programmatically accessed as a member of the

instruction’s tag.

The following picture shows a Simulation instruction in the function block editor.

Simulation_DT_1st

Required input
mulation instruction which includes a

parameter - v
\ Simulation_DT _1st_01

Visible (non-reguired)
input parameter —= | SimTimeConstant

DA DT_Array_FBD -e— InOut paameter

mOutput  -—— Visible (non-reguired)
output parameter

-— \isible (non-required)
Boolean output parameter
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If you want a pin that is displayed in Function Block, but wiring to it is optional, set it as Visible.

The following picture shows a Simulation instruction in the ladder editor.

Vizible (non-reguired)

input parameter \ .

“isible (non-reguired) —m=

output parameter

o

=IMUIAToT

SIMulation ins

Simulation_DT_1st

DT_Array_LD -*— |nOut parameter

1 OT_1st Sim_DT_LD [
My_Control_Variable -e—— Required input

0.0
S0
00w

Vizible (non-reguired}
Boolean cutput parameter

l

SimDTlav

parameter

If you want the parameter’s value displayed on the instruction face in Ladder, set the parameter as visible.

An Output parameter of the BOOL tag type that is not required, but visible, will show as a status flag on the

right side of the block in Ladder. This can be used for status flags like DN or ER.

This table explains the effects of the Required and Visible parameter settings on the display of the instructions.

Is the Is the Function
Parameter Ladder Structured
Parameter | Parameter Block
Type Diagram Text
Required? | Visible? Diagram
Does the Does the Do You Does the Can You Does the
Value Argument Need to Argument | Change the | Argument
display? display? Connect the | display? Visibility display?
Parameter? Setting
Within the
Function
Block?
Input Y Y Y Y Y N/A N Y
Input N Y Y N N N/A Y N
Input N N N N N N/A Y N
Output Y Y Y Y Y N/A Y Y
Output N Y Y N N N/A Y N
Output N N N N N N/A Y N
InOut Y Y N Y N/A Y N Y

If you have a parameter for which the user must specify a tag as its source for input or its destination as output, and

you do not want this to be optional, set the parameter as required. Any required parameters are automatically set to

visible.

The Visible setting is always set to visible for InOut parameters. All InOut parameters are required.

O Tip: When you are using your Add-On Instructions, the Visible setting may be overridden in Function

Block Diagram routines if the parameter is not required or already wired. Overriding the visibility at the

instruction call does not affect this definition configuration.
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When creating a safety Add-On Instruction, follow these guidelines for standard and safety tags:

»  Standard tags may not be used as Input, Output, or InOut parameters of a safety Add-On Instruction.

»  Safety tags may be used as Input parameters for standard Add-On Instructions.

In the Logix Designer application, versions 18 and later, you can prevent programmatic modification of InQut
parameters by designating them as constants. You can also configure the type of access to allow external devices,
such as an HMI, to have to your tag and parameter data. You can control access to tag data changes with Logix

Designer application by configuring FactoryTalk security.

Constant values

InOut parameters may be designated as constant value tags to prevent their data from being modified by controller
logic. If the logic of an Add-On Instruction contains a write operation to a constant value parameter, the Add-On

Instruction does not verify in the Add-On Instruction definition context.

Scope: jsafetyAddOninstruction ~ ~  Show: Al Tags - T -~
Dats Context: T SafetyAddOninstuction <de v 2l
MName 25(~ Usage Default ~ + Force Mask * Style DataType  Description RSO Poperties . ~|
Enablen Input 1 Decimal BOOL Enable Input - Syste... [a] LD  Extended Properties. v
EnableOut Output 0 Decimal BOOL Enable Output - Syste. ] 4 General A
Mame Enableln
Description Enable Input - Sys..
Usage Input
Type Base

Alias For
Base Tag
Data Type

Scope

m

External Access Read Only

Style Decimal
Constant No
Required No
Visible No
4 Data
Value 1

Force Mask
b Produced Connection
b Consumed Connection
4 Parameter Connections {0:0}

4/[» ] Monitor Tags |{ Edit Tags ] i )

External Access

External Access defines the level of access that is allowed for external devices, such as an HMI, to see or change tag

values.

Add-On Instruction Parameters and Tags External Access Options
Local tag Read/Write

Input parameter Read Only

Output parameter None

Enableln parameter Read Only

EnableOut parameter

InOut parameter N/A
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Scope: Tjsimulste_Feedback ~  Show: Al Tags - T. -
Simulate_Feedback <definit
Name 2| Alias For Data Type Description External Access Usage Constant  Style -
Enableln BOOL Enable Input - Syst... Read Only Input B Decimal B [ 1
EnableOut BOOL Enable Output - Sy... Read Only Output 5] Decimal b General
b DelayTime DINT Read/Write Input ] Decimal b Data
b DelayTimer TIMER Read/Write Local [a] b i re=lires
b Consumed Connection
OutCommand BOOL Read/Wite Tnput ] Decimal 4 Parameter Connections (00}
SimulateFault BOOL Read/Write Tnput o Decimal
I o
4/[» ], Monitor Tags ) Edit Tags f m s

Planning your Add-0n Instruction design

Take time to plan your instruction design. Advance planning can identify issues that need to be addressed. When
defining the requirements of an instruction, you are also determining the interface. Keep the following aspects in

mind when defining your instruction requirements and creating your Add-On Instruction.

Intended behavior

»  Whatis the purpose for creating the Add-On Instruction?

«  What problem is it expected to solve?

»  Howisitintended to function?

» Do you need to higher level of integrity on your Add-On Instruction?
If so, you can generate an instruction signature as a means to verify that your Add-On Instruction has not
been modified.

» Do you need to use safety application instructions and certify your safety Add-On Instruction to SIL-3
integrity?
For details on how to certify a safety Add-On Instruction, refer to the safety reference manual for your

controller, listed in the Additional resources on page

Parameters
«  What data needs to be passed to the instruction?
»  What information needs to be accessible outside of the instruction?
» Do alias parameters need to be defined for data from local tags that needs to be accessible from outside the
Add-On Instruction?
»  How does the parameters display? The order of the parameters defines the appearance of instruction.
»  Which parameters should be required or visible?
Naming conventions

The instruction name is to be used as the mnemonic for your instruction. Although the name can be up to 40

characters long, you typically want to use shorter, more manageable names.
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What type of source protection needs to be defined, if any?

Who has access to the source key?

Will you need to manage source protection and an instruction signature?

Source protection can be used to provide read-only access of the Add-On Instruction or to completely lock or
hide the Add-On Instruction and local tags.

Source protection must be applied prior to generating an instruction signature.

Are there other Add-On Instructions that you can reuse?

Do you need to design your instructions to share common code?

What data is needed for your logic to execute but is not public?
Identify local tags you might use in your instruction. Local tags are useful for items such as intermediate
calculation values that you do not want to expose to users of your instruction.

Do you want to create an alias parameter to provide outside access to a local tag?

What language do you want to use to program your instruction?

The primary logic of your instruction will consist of a single routine of code. Determine which software
programming language to use based on the use and type of application. Safety Add-On Instructions are
restricted to Ladder Diagram.

If execution time and memory usage are critical factors, refer to the Logix5000 Controllers Execution Time

and Memory Use Reference Manual, publication 1756-RM087.

Do you need to provide Scan mode routines?

You can optionally define the scan behavior of the instruction in different Scan modes. This lets you define
unique initialization behaviors on controller startup (Program -> Run), SFC step postscan, or Enableln False
condition.

In what language do Scan mode routines need to be written?

How will you test the operation of your Add-On Instruction before commissioning it?
What possible unexpected inputs could the instruction receive, and how will the instruction handle these

cases?

What information needs to be in the instruction help?
When you are creating an instruction, you have the opportunity to enter information into various description

fields. You will also need to develop information on how to use the instruction and how it operates.
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Defining Add-On Instructions

Create an Add-On Instruction

Use the

New Add-On Instruction dialog to create Add-On Instructions.

To create a New Add-0n Instruction

1.
2.

—_
o

Create a parameter

Use the

Open a new or existing project.

Right-click the Add-On Instructions folder in the Controller Organizer and select New Add-On Instruction.
-

Mew Add-On Instruction @
Name: Motor_Starter
Description: Starts and stops a motor » Cancel

Help
Type: Ladder Diagram -
Major Minor Extended Text
Revision: 1= 0 =
Revision Maote: I
Vendar: Rockowell
COpen Logic Routine 1
| Open Definition

In the Name box, type a unique name for the new instruction.

The name can be up to 40 characters long. It must start with a letter or underscore and must contain only
letters, numbers, or underscores. The name must not match the name of a built-in instruction or an existing
Add-0n Instructions.

In Description box, type a description for the new instruction, maximum 512 characters.

For safety projects, in the Class box, select either a Safety or Standard.

The Class field is available on the Add-On Instructions dialog box for safety controller projects.

In the Type box, select a programming language for Add-On Instruction logic.

The language Type defaults to Ladder Diagram for safety Add-On Instructions.

In Revision box, assign a Revision level for the instruction.

(Optional) In the Revision Note box, type a Revision note.

(Optional) In the Vendor box, add information about the Vendor.

Click OK to create the instruction.

Add-On Instruction Definition Editor to create the parameters for your instructions. Follow these steps to

define the parameters for your instruction.

Rockwell Automation, Inc.
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To create a parameter

1. In the Controller Organizer, right-click an Add-On Instruction and select Open Definition.

2. Onthe Parameters tab, in the blank Name box, type a name for a parameter.

==

B ' Add-On Instruction Definition - SafetyAddOninstruction v1.0
General ‘ Parameters® | Local Tags I Scan Modes | Signature I Change History | Help |
Name |Usage |Data Type | Alias For | Defautt | Styte | Rea| Vis_| Deseription | Etemal Access | Constant | |
| Enableln Input  BOOL 1 Decimal [O] [O] Enable Input - Sys.. Read Only (]
| EnableOut Output  BOOL 0 Decimal [[] [0 Enable Output-S... Read Only 1}
| ouCommand Wput  BOOL 0 Decimal 7] [T] Enterthetagforthe Read/Wite (]
| SmulateFaut  Input BOOL 0 Decimal [] [[] Tosmulate afaut Read/Write 1}
2] | 0o g ]

Data Type Size: 77 byte (5]

Copy all default values of parameters and local tags whose values were modified to all tags of this instruction type

oK | [ cancel | [ sepy

J |

Help

3. Inthe Usage box, select Input, Output, or InOut.

O Tip: An instruction with only Input parameters, except EnableQut, is treated as an input
instruction in a Ladder diagram and is displayed left-justified. The EnableOut parameter is used
for the rung-out condition.

4. Inthe Data Type list, choose the type based on the parameter usage:

o AnInput parameter is a passed by value into the Add-On Instruction and must be a SINT, INT, DINT,
REAL, or BOOL data type.

o An Output parameter is a passed by value out of the Add-On Instruction and must be a SINT, INT, DINT,
REAL, or BOOL data type.

o AnInOut parameter is a passed by reference into the Add-On Instruction and can be any data type

including structures and array. Module reference parameters must be InOut parameters with the

MODULE data type (see Creating a module reference parameter on page 35).

5. If this parameter is intended as an alias for an existing local tag, select the Alias For check box to select the

local tag or its member.

O Tip: You can also designate a parameter as an alias for a local tag by using the Tag Editor. See
Edit Parameters and Local Tags on page 38.

6.  Inthe Default values list, set the default values.

Default values are loaded from the Add-On Instruction definition into the tag of the Add-On Instruction data

type when it is created, and anytime a new Input or Output parameter is added to the Add-On Instruction.
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O Tip: If you want to update existing invocations of the instruction to the new default values, select
the Copy all default values of parameters and local tags whose values were modified to all
tags of this instruction type check box at the bottom of the Add-On Instruction Definition Editor.
For details on copying default values, see Copying Parameter or Local Tag Default Values on page
39.

7. Inthe Style list, set the display style.
8. Inthe Req and Vis lists, select the check box to make the parameter required or visible, as desired.
See Determining which parameters to make visible or required on page 26. If you decide to make the
parameter required, it will also be visible.
9. Inthe Description list, type a description, maximum 512 characters.
This description appears in the instruction’s help.
10.  Inthe External Access list, select a type for Input or Output parameters; Read/Write, Read Only, None.
M. Inthe Constant list, select InOut parameters check box you want to designate as constant values.

12.  Repeat for additional parameters.

Q Tip: You can also create parameters by using the Tag Editor, New Parameter or Local Tag dialog

box, or by right-clicking a tag name in the logic of your routine.

The order that you create the parameters is how they appear in the data type and on the instruction face. To
rearrange the order of the Parameter tab on the Add-On Instruction Definition Editor, select the parameter row and

click Move Up or Move Down.

% Add-On Instruction Definition - SafetyAddOnlnstruction v1.0 (S5
| General ‘ Parameters™ | Local Tags I Scan Modes I Signature | Change History I Help ‘
Name | Usage ‘ Data Type ‘Alias Faor | Default | Style ‘ Req | Vis ‘ Description | Extemal Access |Conslant | ‘l
| Enablein Input BOOL 1 Decimal  [[] [0 Enable Input - Sys... Read Only =
EnableOut Output  BOOL 0 Decimal [] [0 Enable Output-S... Read Only =
OutCommand Input BOOL 0 Decimal [[] [ Enterthetagforthe Read/Wite =
. Simulate Fault Input BOOL 0 mal To simulate a faut R ite: =
J ClearFault Input EOOL 0 Decimal  [O] [C] Toclearafautt Read/Write B
< 08 0
Move Down
Copy all default values of parameters and local tags whose values were modified to all tags of this instruction type
Data Type Size: 77 byte {s) OK ] l Cancel ] I #pply I l Help

Create a module reference parameter

A module reference parameter is an InOut parameter of the MODULE data type that you use to access and modify

attributes in a hardware module from within the Add-On Instruction. For information on using a module reference
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parameter, see Referencing a hardware module on page 73. You can use the module reference parameter in two

ways:

e InaGSV or SSV instruction, or an Add-on Instruction, you can use the module reference parameter as the
Instance Name or Add-on Instruction parameter.
* Inan Add-on Instruction, or in a GSV or SSV instruction, you can pass the module reference parameter into

the InOut parameter of another nested Add-on Instruction.

There are several limitations on module reference parameters:

«  Module references parameters can only be InOut parameters with the MODULE data type.

*  You can use a module reference parameter only in standard programs and Add-on Instructions, not in Safety
programs or Safety Add-on Instructions.

»  Program parameters that reference a module must connect to a module, and cannot reference other module
reference parameters.

»  Module reference parameters must be program or Add-on Instruction scope, not controller scope.

Q Tip: You cannot create a module reference tag. You can only reference modules using an InQut

parameter of the MODULE data type.

To create a module reference parameter

—_

In the Controller Organizer, right-click an Add-On Instruction and select Open Definition.
On the Parameters tab, in the blank Name box, type a name for a parameter.

In the Usage box, select InOut.

Fo~

In the Data Type list, select the MODULE type. This data type is for the Module object, and contains the
following information:

o Entry Status

o Fault Code

o FaultInfo

o FW Supervisor Status

o Force Status

o INSTANCE
o LED Status
o Mode

o Path

For more information on the Module object, search the Logix Designer online help.
5. In the Description list, type a description, maximum 512 characters.
This description appears in the instruction’s help.

6.  Inthe Constant list, select InOut parameters check box you want to designate as constant values.

Q Tip: You can also create parameters by using the Tag Editor, New Parameter or Local Tag dialog

box, or by right-clicking a tag name in the logic of your routine.

For more information on using parameters in programs, see Logix5000 Controllers Program Parameters

Programming Manual, publication 1756-PM021.
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Create local tags

Use the Add-On Instruction Definition Editor to create the local tags for your instructions. Local tags contain data that

will be used by your Add-On Instruction but that you do not want exposed to the user of your instruction. Local tags do

not appear in the data structure for an Add-On Instruction because they are hidden members.

O Tip: You can access local tag values from an HMI by specifying the name of the local tag as a member in

an Add-On Instruction type tag. For example, the Motor_Starter v1.0 instruction, shown in step 2, has a tag
called ‘CheckAuxContact'. This tag can be referenced by an HMI through ‘instancetag.CheckAuxContact’,

where instancetag is the tag used to call the instruction.

To create local tags

1.
2.
3.

Rockwell Automation, Inc.

In the Controller Organizer, right-click an instruction and select Open Definition.
On the Local Tags tab, in the blank Name box field, type a name for a new tag.

In the Data Type list, select a data type from the Select Data Type dialog box.

i1 Add-On Instruction Definition - SafetyAddOnlnstruction v1.0 =
General | Parameters | Local Tags™ | Scan Modes | Signature | Change History | Help |
Name 5|« | Data Type | Defautt | Style | Description
| CheckAwdCort  BOOL 0 Decimal
7' b FaultTimer TIMER {o.a}
| RunCommand = 0 Decimal
<]
Copy al default values of parsmeters and local tags whose values were modfied to all tags of this instmuction type:
Data Type Size: 77 byte ) [ ok J[ Concel [ ey |[ Hep |

You cannot use these data types for local tags - ALARM_ANALOG, ALARM_DIGITAL, MESSAGE, MODULE, or any
Motion data types, for example Axis or MOTION_GROUP. To use these type of tags in your Add-On Instruction,
define an InOut Parameter. Lacal tags also are limited to single dimension arrays, the same as User-Defined

Data Types.

Q Tip: Refer to the safety reference manual for your controller, listed in the Additional resources on

page  ,foralist of data types supported for safety instructions.

In the Default list, set the default values.
Default values are loaded from the Add-On Instruction definition into the tag of the Add-On Instruction data

type when it is created or any time a new tag is added to the Add-On Instruction.
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O Tip: Select the Copy all default values of parameters and local tags whose values were
modified to all tags of this instruction type check box at the bottom of the Add-On Instruction
Definition Editor if you want to update existing invocations of the instruction to the new default
values. For details on copying default values, see Copying Parameter or Local Tag Default Values

on page 39.

5. Inthe Style list, set the display style.
6.  Inthe Description list, type a description, a maximum of 512 characters.

7. Repeat for additional local tags.

O Tip: When you create a local tag from the Local Tags tab, the External Accesssetting defaults to
None. You can edit the External Access setting by using the Tag Editor. See Edit Parameters and

Local Tags on page 38.

Editing parameters and local tags

You can also add and edit parameters and local tags on the Edit Tags tab.

Scope Esimulate_Feedback * Show Al Tags -~ T -
Simulate_Feedback <dsfinit
Name 2|+ DataType Description External Access Usage Constant  ~
Enableln BOOL Enable Input - Syst... Read Only Input = ooy [ 1
EnableOut BOOL Enable Output - Sy... Read Only Output ] > General
» DelayTime DINT Read/Write Input B » Data
> DelayTimer TIMER Read/Write Local O > Froduced Connection
b Consumed Connection
OutCommand BOOL Read/Write Input = 4 Parameter Connections {0:0}
SimulateFault BOOL Read/Write Local =
< =]
4|[+ |\ Monitor Tags ), Edit Tags |/ ] m b

Updates to arguments following parameter edits

If you edit an Add-On Instruction by adding, deleting, renaming, reordering, or changing the status or usage type of
one or more parameters, RSLogix 5000 software, version 18 and later, automatically updates the arguments on calls

to the instruction.
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ATTENTION: Source-protected routines and other source-protected Add-On Instructions that use the
edited Add-On Instruction are not automatically updated if the source key is unavailable. The Add-On

Instruction or routine may still verify, but the resulting operation may not be as intended.

It is your responsibility to know where Add-On Instructions are used in logic when you make edits to

existing Add-On Instructions.

A confirmation dialog box shows you the impacts of the edits and lets you review the pending changes before

confirming or rejecting them.

'\_\ Changes pending for 'Cotrvepor_Control' inztruction require updates to the callz of this instruction,
-
Each call will be edited to maintain arguments pazzed to existing parameters,

IF you choose to apply the changes to the inztruction, check. all locations calling instruction 'Conveyor_Contral' to
enzure that they will execute comectly with the updates.

Locations where instruction is called: Selected call's arguments:
|E0ntainel Foutine Location | | Parameter Argument
Eﬁ, tdotor_Starter_ . Ej MNested M .. Rung1 Stop Conveyor_1_Stop_PB
Start Conveyor_1_Enty_PE
* JamClear ?
<Urknown: Corveeyor_1_Out

[[] Show Changed Parameters Ornly
Thiz operation cannot be undone.

Apply changes to the instruction and edit arguments for each call?

I fes ] [ Ma ] [ Help

[ Open Cross Reference

»  Anasterisk identifies parameters with changes pending.

«  Existing arguments are reset to the parameters they were originally associated with.

»  Newly added parameters are inserted with a “?' in the argument field, except for Structured Text, where the
field is blank.

»  Unknown parameters are created for arguments where associated parameters have been deleted.

To accomplish this update, Logix Designer application tracks the changes made to the Add-On Instruction parameters
from the original instruction to the final version. In contrast, the import and paste processes compare only parameter
names to associate arguments with parameters. Therefore, if two different parameters have the same name, but

different operational definitions, importing or pasting may impact the behavior of the instruction.

Copy parameter or local tag default values

In RSLogix 5000 software, version 18 or later, you can copy either parameter or local tag default values to all tags of

the Add-On Instruction data type or just to specific tags. You can do so only when you are offline.

ATTENTION: Values cannot be modified when the instance tags are part of a source-protected Add-

On Instruction or you do not have sufficient permission to make edits.
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If you change the default values of a parameter or local tag by using the Add-On Instruction Definition editor, you
can copy the modified values to all of the tags of the Add-On Instruction data type by selecting the Copy all default

values of parameters and local tags whose values were modified to all tags of this instruction type check box.

# | Add-On Instruction Definition - CheckAutoCont v1.0 Iﬁ
General | Parameters | Local Tags™ I Scan Modes I Signature I Change History I Help |
MName | |Jsage | Data Type |A|ias For | Default |5t:.'|e | Req | Vis | ]
| Enableln Input BOOL 1 Decimal O O &
EnableQut Output  BOOL 0 Decmal [0 [0 B
| b CheckAutoCont Output  DINT 18737 Decimal  [] []
Ll O |
i | n 3
Move Up Mave Down
I ["] Copy all defautt values of parameters and local tags whose values were modffied to all tags of this instruction type I
Data Type Size: 77 byte (s) [ OK ] ’ Cancel ] ’ Apply l ’ Help l
4

You can also click the copy default values icon to copy default values to all tags the Add-On Instruction data type. The
icon appears on the watch pane (as a context menu), data monitor, and logic editor when the Data Context is the Add-

On Instruction’s definition.

If you want to select which specific tags and values to copy, click the pull-down arrow of the copy default values icon

and select Copy Specified Values.

Copy All Values
Copy Specified Values...
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The Copy Default Values dialog box shows the current default values for the parameters and local tags, and the

instance tags where the Add-On Instruction is used or referenced.

Creating logic for the Add-On instruction

Rockwell Automation, Inc.

ra ™
oo e T TN ==
&
Default values of selected parameters and local tags in TheckAutoCont” will be copied to specified tags of this type.
I $ Specify which values to copy to which tags:
Default Values Tags of type CheckAutoCont”:
Parameter ==|2 Default l:l Tag Container Routine £ Location
| CheckAutoCont 18721
v Delay_Time ]
v'|  Enableln 1
v|  EnableQut 0
t|® Simulate_Fautt 0
Local Tag -2 Default
Auto ] I
[ ok | [ canesl | [ Heb
L
Select the check boxes to select which values to copy to which tags, and click OK.
Use a logic editor to create logic for an Add-On Instruction.
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To create logic for an Add-On Instruction

1. In the Controller Organizer, expand the Assets folder and the Add-On Instructions folder.

Controller Qrganizer + O X

[ Controller L85 102
Tasks
Motion Groups

Alarm Manager
Assets
P CheckAutoCont s
b & MyAOL
P SafetyAddOnlnstruction

P Simulate_Feedback
b =L Simpulation DT 1st

h ¥ W W

2. Expand the instruction and double-click the logic routine to open it.

Controller Organizer v O X

4 Controller L85 102 -
[ Tasks

P Motion Groups
[

A

Alarm Manager
Assets
4 Add-On Instructions
4 Check&utoCont
<] Parameters and Local Tags

b & MyAOL s
b JF SafetyAddOninstruction

m

F AT

3. Edityour logic using the available language editors.

Execution considerations for Add-0n Instructions

An Add-On Instruction is executed just like any other routine belonging to a particular program. Because another
task can preempt a program containing an Add-On Instruction that is being executed, an Add-On Instruction may be

interrupted prior to completing its execution.

In standard programs, you can use the User Interrupt Disable/Enable (UID/UIE) instructions to block a task switch if

you want to be sure the Add-On Instruction executes uninterrupted before switching to another task.

O Tip: UID and UIE instructions are not supported in the safety task of GuardLogix projects.

Optimizing performance

The performance depends on the structuring, configuration, and the amount of code in an Add-On Instruction. You
can pass large amounts of data through a structure by using an InOut parameter. The size of data referenced by an
InOut parameter does not impact scan time and there is no difference between passing a user-defined type tag or an

atomic tag because it is passed by reference.
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When a rung condition is false, any calls to an Add-On Instruction are still processed even though the logic routine is

not executed. The scan time can be affected when many instances of an Add-On Instruction are executed false. Be

sure to provide instructions in your documentation if an Add-On Instruction can be skipped when the rung condition

is false.

Defining operation in different scan modes

To provide Add-On Instructions with the same flexibility as built-in instructions, optional Scan mode routines can

be configured to fully define the behavior of the instruction. Scan mode routines do not initially exist for Add-On

Instructions. You can create them depending upon the requirements of your instruction.

Like all built-in instructions in the controller, Add-On Instructions support the following four controller Scan modes.

Scan Mode

Description

True

The instruction is scanned as the result of a true rung condition or the Enableln

parameter is set True.

False

The instruction is scanned as the result of a false rung condition or the Enableln
parameter is set False. Instructions in the controller may or may not have logic that

executes only when that instruction is scanned false.

Prescan

Occurs when the controller either powers up in Run mode or transitions from Program
to Run. Instructions in the controller may or may not have logic that executes only

when that instruction is executed in Prescan mode.

Postscan(1)

Occurs as a result of an Action in a Sequential Function Chart (SFC) routine becoming
inactive if SFCs are configured for Automatic Reset. Instructions in the controller
may or may not have logic that executes only when that instruction is executed in

Postscan mode.

1

Postscan mode routines cannot be created for safety Add-On Instructions because safety instructions do not

support SFC.

The default behavior for executing an Add-On Instruction with no optional scan routines created may be sufficient for

the intended operation of the instruction. If you do not define an optional Scan Mode, the following default behavior of

an Add-On Instruction occurs.

Scan Mode

Result

True

Executes the main logic routine of the Add-On Instruction.

False

Does not execute any logic for the Add-On Instruction and does

not write any outputs. Input parameters are passed values.

Prescan

Executes the main logic routine of the Add-On Instruction in
Prescan mode. Any required Input and Output parameters'

values are passed.

Postscan

Executes the main logic routine of the Add-On Instruction in

Postscan mode.

For each Scan mode, you can define a routine that is programmed specifically for that Scan mode and can be

configured to execute in that mode.
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Enabling scan modes

Create a prescan routine

4

Scan Mode Result

True The main logic routine for the Add-On Instruction executes (not
optional).

False The Enableln False routine executes normally in place of the

main logic when a scan false of the instruction occurs. Any
required (or wired in FBD) Input and Output parameters' values

are passed.

Prescan The Prescan routine executes normally after a prescan
execution of the main logic routine. Any required Input and

Output parameters' values are passed.

Postscan The Postscan routine executes normally after a postscan

execution of the main logic routine.

The Scan Modes tab in the Instruction Definition Editor lets you create and enable execution of the routines for the

three Scan modes: Prescan, Postscan, and EnablelnFalse.

When the controller transitions from Program mode to Run mode or when the controller powers up in Run mode, all
logic within the controller is executed in Prescan mode. During this scan, each instruction may initialize itself and
some instructions also initialize any tags they may reference. For most instructions, Prescan mode is synonymous
with scanning false. For example, an OTE instruction clears its output bit when executed during Prescan mode. For
others, special initialization may be done, such as an ONS instruction setting its storage bit during Prescan mode.

During Prescan mode, all instructions evaluate false so conditional logic does not execute.

The optional Prescan routine for an Add-On Instruction provides a way for an Add-On Instruction to define additional
behavior for Prescan made. When a Prescan routine is defined and enabled, the Prescan routine executes normally
after the primary logic routine executes in Prescan mode. This is useful when you want to initialize tag values to
some known or predefined state prior to execution. For example, setting a PID instruction to Manual mode with a 0%

output prior to its first execution or to initialize some coefficient values in your Add-On Instruction.

When an Add-On Instruction executes in Prescan mode, any required parameters have their data passed.
»  Values are passed to Input parameters from their arguments in the instruction call.

»  Values are passed out of Qutput parameters to their arguments defined in the instruction call.

These values are passed even when the rung condition is false in Ladder Diagram or when the instruction call is in a
false conditional statement in Structured Text. When Function Block Diagram routines execute, the data values are

copied to all wired inputs and from all wired outputs, whether or not the parameters are required.

To create a Prescan routine

1. Inthe Controller Organizer, right-click an instruction and select Open Definition.
2. Click the Scan Modes tab.
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Create a postscan routine

Rockwell Automation, Inc.

3.

Click New for Prescan routine.

Add-0On Instruction Definition - Simulate_Feedback v1.0 EI@
| General I P I Local Tags | Scan Modes | Signature | Change History I Help |

The controller prescans and postscans the Add-On Instruction Logic routine but will not execute the Logic
routing when Enableln is false.

Optional Prescan, Postscan and EnablelnFalse routines may be corfigured below.

Prescan routine: Executes prior to first scan on transition from program to run
Execute Prescan routine after the Logic routine is prescanned m Go To

Postscan routine: Executes on last scan of a step if SFC is configured for automatic reset

Execute Postscan routine after the Logic routine is postscanned Go T
EnablelnFalse routine: Executes when the Enableln parameter is false
Execute EnablelnFalse routine Go To

Copy all default values of parameters and local tags whose values were modified to all tags of this instruction type

Data Type Size: 8 byte (s) [ OK ] [ Cancel ]

Help

On the New Scan Mode Routine dialog box, from the Type list, select the type of programming language;

Ladder Diagram, Function Block, or Structured Text.
-

MNew Scan Mode Routine ﬁ
Mode: Prescan
Description: A —

Type: Ladder Diagram - Help
Instruction: Simulate_Feedback
[] Open Routine

L A

In the Description box, type the Prescan behavior.
Click OK to create the routine and return to the Scan Modes tab.
Define if the prescan routine executes (or not) by checking or clearing Execute Prescan routine after the

logic routine is prescanned check box.

E‘ Frescan routine: Executes prior to first scan on transition from pragran ta rin
Execute Prescan routing after the Logic routing is prescanned [ Delete [ GoTo ]

The Prescan routine can now be edited like any other routine.

Postscan mode occurs only for logic in a Sequential Function Chart (SFC) Action when the Action becomes inactive
and the SFC language is configured for Automatic Reset (which is not the default option for SFC). When an SFC Action
becomes inactive, then the logic in the Action is executed one more time in Postscan mode. This mode is similar to
Prescan in that most instructions simply execute as if they have a false condition. It is possible for an instruction to

have different behavior during Postscan mode than it has during Prescan mode.
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When an Add-On Instruction is called by logic in an SFC Action or a call resides in a routine called by a JSR from an

SFC Action, and the Automatic Reset option is set, the Add-On Instruction executes in Postscan mode. The primary

logic routine of the Add-On Instruction executes in Postscan mode. Then if it is defined and enabled, the Postscan

routine for the Add-On Instruction executes. This could be useful in resetting internal states, status values, or de-

energizing instruction outputs automatically when the action is finished.

Q Tip: Because safety Add-On Instructions cannot be called from an SFC Action, this option is disabled for

safety Add-On Instructions.

To create a postscan routine

1
2.
3.

4.

5.
6.

In the Controller Organizer, right-click an instruction and select Open Definition.

Click the Scan Modes tab.

Click New for Postscan Routine.

) Add-0On Instruction Definition - Simulate_Feedback v1.0

| General I F: I Local Tags | Scan Modes | Signature | Change History I Help |

The controller prescans and postscans the Add-On Instruction Logic routine but will not execute the Logic
routing when Enableln is false.

Optional Prescan, Postscan and EnablelnFalse routines may be configured below.

Prescan routine: Executes prior to first scan on transition from program to run

Execute Prescan routine after the Logic routine is prescanned Go To

Postscan routine: Executes on last scan of a step if SFC is configured for automatic reset

Execute Postscan routine after the Logic routine is postscanned

EnablelnFalse routine: Executes when the Enableln parameter is false

[}
—

Execute EnableinFalse routine

Copy all default values of parameters and local tags whose values were modified to all tags of this instruction type

Data Type Size: 8 byte (s) [ OK ] [ Cancel

] Apply Help

On the New Scan Mode Routine dialog box, from the Type list, select the type of programming language;

Ladder Diagram, Function Block, or Structured Text.
p

L

Mew Scan Mode Routine ﬁ
Made: Postscan
Description: | ! Cancel
Type: Ladder Diagram - Help
Instruction: Simulate_Feedback
[] Open Routine

In the Description box, type the Postscan behavior.

Click OK to create the routine and return to the Scan Modes tab.
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Create an EnablelnFalse routine

Rockwell Automation, Inc.

7. Define if the postscan routine executes (or not) by checking or clearing Execute Postscan routine after the
logic routine is postscanned.

@. Poztzcan routine: Executes on last scan of a step if SFC iz configured for automatic reset

Execute Postscan routing after the Logic routing iz postzcanned [ Delete | [ GoTo ]

The Postscan routine can now be edited like any other routine.

When defined and enabled for an Add-On Instruction, the EnablelnFalse routine executes when the rung condition is
false or if the Enableln parameter of the Add-On Instruction is false (0). This is useful primarily for scan false logic,
when used as an output instruction in a Ladder routine. A common use of scan false is the setting of OTEs to the
de-energized state when the preceding rung conditions are false. An Add-On Instruction can use the EnablelnFalse

capability to let you define behavior for the False conditions.
When the Add-On Instruction is executed in the false condition and has an EnablelnFalse routine defined and enabled,
any required parameters have their data passed.

»  Values are passed to Input parameters from their arguments in the instruction call.

»  Values are passed out of Qutput parameters from their arguments in the instruction call.

If the EnablelnFalse routine is not enabled, the only action performed for the Add-On Instruction in the false condition

is that the values are passed to any required Input parameters in ladder logic.

Follow these steps to create an EnablelnFalse routine. For more information on other scan mode instructions, see

Prescan routine on page 44 and Postscan routine on page 45.

To create an EnablelnFalse routine

1. In the Controller Organizer, right-click an instruction and select Open Definition.
2. Click the Scan Modes tab.

3. Click New on EnablelnFalse routine.

Add-On Instruction Definition - Simulate_Feedback v1.0 EI@
| General I F: I Local Tags | Scan Modes |Signature Change History I Help |

The controller prescans and postscans the Add-On Instruction Logic routine but will not execute the Logic
routine when Enableln is false.

Optional Prescan, Postscan and EnablelnFalse routines may be configured below.
Prescan routine: Executes prior to first scan on transition from program to run

Execute Prescan routine after the Logic routine is prescanned Go To

Postscan routine: Executes on last scan of a step if SFC is configured for automatic reset

Execute Postscan routine after the Logic routine is postscanned Go To

EnablelnFalse routine: Executes when the Enableln parameter is false

Execute EnableinFalse routine To

Copy all default values of parameters and local tags whose values were modified to all tags of this instruction type

Data Type Size: 8 byte (s) OK ] [ Cancel Apply Help
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4. On the New Scan Mode Routine dialog box, from the Type list, select the type of programming language;

Ladder Diagram, Function Block, or Structured Text.

Mew Scan Mode Routine

4l

Made: Prescan
Description: i Cancel
Type: Ladder Diagram - Help

Instruction: (5} Simulate_Feedback

[ Open Routine

L A

5. In the Description box, type the EnablelnFalse behavior.
6.  Click OK to create the routine and return to the Scan Modes tab.

7. Define if Enableln False routine executes (or not) by checking or clearing Execute EnablelnFalse routine.

'ﬁ EnablelnFalze routing: Executes when the Enableln parameter iz falze

Execute EnablelnF alze routine

The EnablelnFalse routine can now be edited like any other routine.

Using the Enableln and EnableQut parameters

The Enableln and EnableOut parameters that appear by default in every Add-On Instruction have behaviors that

conform to the three language environments: Ladder Diagram, Function Block Diagram, and Structured Text.

To execute the primary logic routine in any of the language environments, the Enableln parameter must be True
(1). In general, the Enableln parameter should not be referenced by the primary logic routine within the instruction
definition. The EnableOut parameter will, by default, follow the state of the Enableln parameter but can be overridden

by user logic to force the state of this parameter.

O Tip: If Enableln is False, then EnableOut cannot be made True in an Enableln False routine.

If the Enableln parameter of the instruction is False (0), the logic routine is not executed and the EnableQut
parameter is set False (0). If an EnablelnFalse routine is included in the instruction definition and it is enabled, the

EnablelnFalse routine will be executed.

Enableln parameter and ladder diagrams

In the ladder diagram environment, the Enableln parameter reflects the rung state on entry to the instruction. If the
rung state preceding the instruction is True (1), the Enableln parameter will be True and the primary logic routine
of the instruction will be executed. Likewise, if the rung state preceding the instruction is False (0), the Enableln

parameter will be False and the primary logic routine will not be executed.
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O Tip: An instruction with only Input parameters, except EnableQut, is treated as an input instruction (left-

justified) in a Ladder Diagram. The EnableQut parameter is used for the rung-out condition.

Enableln parameter and function blocks

In the function block enviranment, the Enableln parameter can be manipulated by the user through its pin
connection. If no connection is made, the Enableln parameter is set True (1) when the instruction begins to execute
and the primary logic routine of the instruction will be executed. If a wired connection to this parameter is False (0),
the primary logic routine of the instruction will not execute. Another reference writing to the Enableln parameter,
such as a Ladder Diagram rung or a Structured Text assignment, will have no influence on the state of this parameter.

Only a wired connection to this parameter’s input pin can force it to be False (0).

Enableln parameter and structured text

In the structured text environment, the Enableln parameter is always set True (1) by default. The user cannot
influence the state of the Enableln parameter in a Structured Text call to the instruction. Because Enableln is always

True (1) in structured text, the EnablenFalse routine will never execute for an instruction call in structured text.

Change the class of an Add-On Instruction

You can change the class of a safety Add-On Instruction so that it can be used in a standard task or standard

controller.

To change the class of an Add-On Instruction

»  You can change the class in a safety project if the instruction does not have an instruction signature, you are
offline, the application does not have a safety task signature, and is not safety-locked.
*  You can also change the class from standard to safety so that the Add-On Instruction can be used in the

safety task.

Changing the class of an Add-On Instruction results in the same class change being applied to the routines,
parameters, and local tags of the Add-On Instruction. The change does not affect nested Add-On Instructions or

existing instances of the Add-On Instruction.

If any parameters or tags become unverified due to the change of class, they are identified on the Parameters and

Local Tags tabs of the Add-On Instruction Editor.
If any of the restrictions for safety Add-On Instructions are violated by changing the class from standard to safety,
one of the following errors is displayed and the change does not succeed:

*  Routines must be of Ladder Diagram type.
»  Safety Add-On Instructions do not support the Postscan routine.

»  One or more parameters or local tags have an invalid data type for a safety Add-On Instruction.

You must edit the parameter, tag, or routine types before the class change can be made.

O Tip: If the safety controller project contains safety Add-On Instructions, you must remove them from the

project or change their class to standard before changing to a standard controller type.
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Testing the Add-On Instruction

You need to test and troubleshoot the logic of an instruction to get it working.

Q Tip: When a fault occurs in an Add-On Instruction routine, a fault log is created that contains extended

information useful for troubleshooting.

Prepare to test an Add-On Instruction

Before you start to test an Add-On Instruction, do the following.

To prepare to test an Add-On Instruction

1. Open a project to debug offline.

Q Tip: Add-On Instructions can only be created or modified when offline. You can add, delete, or
modify tag arguments in calls to Add-On Instructions while editing online, but you cannot edit

arguments inside the Add-On Instruction while online.

2. Add the Add-On Instruction to the project, if it is not already there.

Test the flow

Follow these steps to test the flow of an Add-On Instruction.

To test the flow

1. Add a call to the instruction in a routine in the open project.
2. Assign any arguments to required parameters for your call.

3. Download the project.

Monitor logic with data context views

You can simplify the online monitoring and troubleshooting of your Add-On Instruction by using Data Context views.
The Data Context selector lets you select a specific call to the Add-On Instruction that defines the calling instance

and arguments whose values are used to visualize the logic for the Add-On Instruction.

O Tip: When troubleshooting an Add-On Instruction, use a non-arrayed instance tag for the call to the
instruction. This lets you monitor and troubleshoot the instruction's logic routine with a data context.

Variable indexed arrays cannot be used to monitor the logic inside an Add-On Instruction.

To monitor logic with data context views
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Follow these steps to monitor the logic.

1. Gointo Run mode.

2. Right-click the instruction call and select Open Instruction Logic.

o 4
Wy_Control_Variable '
Simulation
instruction which
includes a display
option
Simulation_DT_1st
IR Cut Element Chrl+X 1'
Simulation instruction which incl
0l Copy Element Ctrl+C
Simulation_DT_1st_01 Paste Ctri=V
Siminput 51 1
Delete Element Delete
SimTimeConstant
Drelete Element but not Tag
DA DT_An
d Add Element... Alt=Insert
Save Instruction Defaults
Clear Instruction Defaults
Edit Main Operand Description ¥
Go To.. Ctrl=G "
Instruction Help F1
4
Mever Show Description
Open Instruction Logic
Open Instruction Definition

The logic routine opens with animated logic for the specific calling instance.

Verifying individual scan modes

The most straightforward method to verify Scan mode operation is to execute the instruction first with the Scan

mode routine disabled, then again with it enabled. Then you can determine whether the Scan mode routine performed

as expected.

Instruction Description

True This is simply the execution of the main logic routine.

False In a ladder logic target routine, this entails placing an XIC before
an instance of the instruction and evaluating instruction results
when the XIC is false.

In a Function Block target routine, this entails executing an
instance of the instruction with the Enableln parameter set to
zero (0).

Prescan Place the controller in Program mode, then place it in Run
mode.

Postscan With the controller configured for SFC Automatic Reset, place
an instance of the instruction into the Action of an SFC. Run
the SFC such that this Action is executed and the SFC proceeds
beyond the step that is associated with this Action.
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Source protection for an Add-On Instruction

52

You can apply source protection to your Add-On Instruction to protect your intellectual property or prevent

unintended edits of a validated source.

Cannot modify the Source Protection settings if the Add-On Instruction is sealed. To source protect and seal an Add-

On Instruction, apply the source protection settings before sealing.

Source protection limits user access to your Add-On Instruction or blocks access to the internal logic or local tags
used by the instruction. You can protect Add-On Instructions using Source Key protection or License protection. You
can also apply Execution Protection to source-protected components to allow execution only on controllers with a

specific execution license.

Source Key protection:

«  Protects components using existing source keys.

f \“-, Tip: You can optionally allow source-protected components

\ ___./"I to be available in a read-only format on a system that does
not have the source key required for access.

f k‘-, Tip: Apply Source Key protection before generating an

e 4 instruction signature for your Add-On Instruction definition.

You will need the source key to create a signature history

entry. When source protection is enabled, you can still copy

the instruction signature or signature history, if they exist.

License-based protection:

»  Protects components with specific licenses.

O Tip: License-Based Source Protection is not supported on Sequential Function Chart routines in

version 30 of the Logix Designer application.

»  Execution Protection is an extension of License-Based Source Protection. You can apply Execution Protection
to limit the execution of routines and Add-On Instructions, including equipment phase state routines, to
controllers that contain a specific execution license.

»  When you protect a component with License-Based Source Protection, you can also lock it.

When locking a component, the routine's logic is compiled into executable code and encrypted. The code

is decrypted by the controller when it is ready for execution. As a result, sharing project files containing
locked components with users without licenses to use the locked components is possible. Those users

can use unprotected parts of the project, upload and download the project file, and copy and paste locked
components into other project files. However, if a component is protected using the Protect with controller
key and specific license option, executing the project requires an SD card with the correct execution

license.

Q Tip: Execution Protection and component locking is supported only on CompactLogix 5380,
CompactLogix 5480, and ControlLogix 5580 controllers in version 30 of the Logix Designer

application.
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Enable the source protection feature
If source protection is unavailable and not listed in your menus, follow the instructions for enabling Source Protection

in the Logix5000 Controllers Security Programming Manual, publication 1756-PM016.

The Security Programming manual provides detailed instructions for configuring Source Protection for routines and

Add-On Instructions.

Generating an Add-On Instruction signature

The Signature tab on the Add-On Instruction Definition Editor lets you manage the instruction signature, create
signature history entries, and view the safety instruction signature, if it exists. Instruction signatures are applied
to the definition of the Add-On Instruction. All instances of that Add-On Instruction are sealed when the signature is

applied.

Generate, remove, or copy an instruction signature

Use this procedure to generate, remave, or copy an instruction signature

To generate, remove, or copy an instruction signature

1. On the Signature tab in the Add-On Instruction Definition Editor, click Generate to create an instruction
signature or Remove to delete the instruction signature.
You must be offline to generate or remove an instruction signature. Both actions change the Last Edited

IMPORTANT: If you remove an instruction signature when the Add-On Instruction also has a

safety instruction signature, the safety instruction signature is also deleted.

1. Click Copy to copy the instruction signature and the safety instruction signature, if it exists, to the clipboard

to facilitate record-keeping.
Signature
Generate a signature to uniquely identify this instruction and seal it from modifications.

Timestarp:  2009-06-22T13:04:18.0155
Add to Higtany...

IMPORTANT: If an invalid instruction signature is detected during verification, an error
message indicates that the signature is invalid. You must remove the instruction signature,

review the Add-On Instruction, and generate a new instruction signature.

Q Tip:

The instruction signature is not guaranteed to be maintained when migrating between major revisions of
RSLogix5000 or <Product_Name_RSL5K>.
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Create a signature history entry

The signature history provides a record of signatures for future reference. A signature history entry consists of the
name of the user, the instruction signature, the timestamp value, and a user-defined description. You can only create
a signature history if an instruction signature exists and you are offline. Creating a signature history changes the

Last Edited Date, which becomes the timestamp shown in the history entry. Up to six history entries may be stored.

To create a signature history entry

1. On the Signature tab on the Add-On Instruction Definition Editor, click Add to History.
2. Inthe Create History Entry description box, type up to 512 characters long, for the entry.
3. Click OK.

O Tip: To facilitate record-keeping, you can copy the entire signature history to the clipboard by
selecting all the rows in the signature history and choosing Copy from the Edit menu. The data is

copied in tab separated value (TSV) format.

To delete the signature history, click Clear Signature History. You must be offline to delete the Signature History.

Generate a Safety Instruction Signature

54

When a sealed safety Add-On Instruction is downloaded for the first time, a SIL 3 safety instruction signature is

automatically generated. Once created, the safety instruction signature is compared at every download.

If Logix Designer application detects an invalid safety instruction signature value, it generates a new safety
instruction signature value in the offline project and displays a warning indicating that the safety instruction

signature was changed. The safety instruction signature is deleted if the instruction signature is removed.

IMPORTANT: After testing the safety Add-On Instruction and verifying its functionality, you must
record the instruction signature, the safety instruction signature and the timestamp value. Recording

these values will help you determine if the instruction functionality has changed.

Refer to the safety reference manual for your controller, listed in the Additional resources on page

, for details on safety application requirements.
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View and print the instruction signature

Rockwell Automation, Inc.

When the instruction signature has been generated, Logix Designer application displays the instruction with the blue

seal icon in the Controller Organizer, on the Add-On Instruction title bar, and in the Logic Editor.

=

Alarm Manager
Assets
F Add-COn Instructions

4 Check&utoCont
P Motor_2_FBD
b & MyAoH
P SafetyAddOnlnstruction
4 Simulate_Feedback

[

<1 Parameters and Local Tags
[ Legic

Controller Organizer - 0 =
[+ Controller L35_102
B Tasks
B Motion Groups

4 7E% Simulation_DT_1st

O Tip: When an instruction is sealed, the instruction signature is displayed on the faceplate of the

instruction in the Ladder Diagram Editor and the Function Block Diagram Editor.

Ladder editor

Simulation_DT_1=t

Simulatien instruction which include. ..
Simulation_DT_1st Sim_DT_LD (] —SimDTiny
Siminput  My_Control_Wariable

0.0 4=
SimTimeConstant 504
SimOutput 0.0 4=
| OT_Array_ LD

Function Block Diagram editor

Simulation_DT_1st L]
Simulation instruction which includes a ...

Simulation_DT_1st_01

Siminput SimOutput
SimTimeConstant

DA OT_Array_FBD

SimDTinv

Signature ID: 8ACFC14E

[=]

To view and print the instruction signature

«  Turn off the display of the instruction signature in the Workstation Options dialog box of the Logix Designer

application.

»  View the instruction signature and the safety instruction signature on the Quick View pane of the Controller

Organizer and on the Signature tab of the Instruction Definition Editor.

The Add-On Instruction name, revision, instruction signature, safety instruction signature, and timestamp are

printed on the Add-On Instruction Signature Listing
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O Tip: The first 32 bits of an AOI's signature (Safety ID) as it appears in the Quick View Pane and in
the signature report are comparable to the AQI's signature as it appears on the AOI Properties >

Signature tab.

* Include the instruction signature, safety instruction signature, and signature history on the Add-On

Instruction report by clicking Print Options on the Generate Report dialog box.

Create an alarm definition

56

Use tag-based alarms and alarm definitions to notify users of conditions that they might need to respond to, such
as temperature over-limit, excessive current, or a motor failure. A tag-based alarm is similar to an instruction-based
alarm (ALMA and ALMD instructions) in that it monitors a tag value to determine the alarm condition. However, a tag-

based alarm is not part of the logic program and does not increase the scan time for a project.

An alarm definition is associated with an Add-On Instruction or a defined data type. When a tag is created using a
data type or an Add-On Instruction that has alarm definitions, alarm conditions are created automatically based on

the alarm definitions.

O Tip: Tag-based alarms and alarm definitions are supported only on CompactLogix 5380, CompactLogix
5480, and ControlLogix 5580 controllers.

To create an alarm definition:

1. Onthe Controller Organizer, right-click the Alarms folder and select New Alarm Definition.
You can also right-click a scalar tag or parameter of an Add-On Instruction and select Add Alarm Definition.
2. In the Name box, enter a name for the alarm definition.
3. Inthe Input box, add an input tag.
4. To enable all instances of the alarm, select the Required to be used and evaluated check box. All new
alarms definitions are disabled by default.
5. Use the tabs on the New Alarm Definition dialog box to configure additional settings:
o General - Used to configure the name, input tag, trigger condition, timing, severity, message,
associated tags, and shelving settings.

o Class/Group - Used to identify the class and group name for the alarm definition.
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o Advanced - Used to assign additional settings to the alarm definition, such as an FactoryTalk View

command to run in response to an alarm, latch state, acknowledgment requirement, alarm set

inclusion, and use of the alarm.

O Tip: Alarm definitions associated with the tag are not included when an Add-On Instruction
tag is copied and pasted in a project.

After you copy and paste an Add-On Instruction tag, open the Alarm Definition list and

copy and paste the alarm definition for the tag. Follow these steps:

a.
b.

C.

In the Controller Organizer, right-click Alarms and select Edit Alarm Definitions.

Right-click the alarm definition for the Add-On Instruction tag and select Copy.

Right-click again and select Paste. The alarm definition is pasted into the list with

000 added to the alarm name.

Double-click the copy of the alarm definition to open the Alarm Definition

Properties dialog box.

In the Input box, change the input tag to the Add-On Instruction tag that you copied

and pasted.

Access attributes from Add-On Instruction alarm sets

Rockwell Automation, Inc.

The alarms contained in an Add-On Instruction definition, a structured tag of an Add-On Instruction definition, or an

array tag of an Add-On Instruction definition can be referenced as an alarm set. Use these alarm set attributes as

operands in logic.

When you reference an attribute from an individual alarm, you insert the owner of the alarm in the operand syntax.

Similarly, when you reference an attribute from an Add-On Instruction alarm set, you insert the alarm set container

(the AOI definition, AOI structured tag, or AOI array tag) in the operand syntax.

To access attributes from an Add-0n Instruction alarm set

1. Inthe logic editor, create an instruction.

2. Onthe instruction operand that accesses an Add-On Instruction alarm set attribute, enter the following

syntax:

o The container for the alarm set.

o @AlarmSet

o The attribute to access.

To access an attribute of an alarm set in a container that is also the Add-On Instruction in which you

are entering the logic, enter THIS, followed by a period. For alarm definitions associated with a nested

Add-On Instruction, the alarm definition attributes can be accessed programmatically through the

nested Add-On Instruction.

The following table lists example syntax.

To access:

Alarm set container

Syntax

Attribute of an alarm setin a MyAOI

container that is also the A0l in

which you are entering the logic

THIS.@Alarms.FailToOpen.InAlarm
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To access: Alarm set container Syntax

Attribute of an alarm setin a MyTank MyTank.@Alarms.FailToClose.AckRe
container that is an AOI definition quired

Attribute of an alarm setina MyTank[3] MyTank[3].@Alarms.FailToOpen.Ack
container that is an AQl array tag Required

Attribute of an alarm setin a MyTank.MyValve MyTank.MyValve.@Alarms.FailToClos
container that is an AQI structured e.AckRequired

tag

Q Tip:

In this version of the Logix Designer application, the @Alarms and @AlarmSet syntax is not supported in

the following instructions:

« CMP
« CPT
« FAL
« [SC

The following example shows how inserting an MOV instruction allows the @Alarms and @AlarmSet
syntax to work with CMP, CPT, FAL, and FSC instructions.

Unsupported expression:

CPT(Tag], RightValve.ValveTimer.@Alarms.TM_ACC_1.Severity + Tag?2)
Supported expression:
MOV(RightValve.ValveTimer.@Alarms.TM_ACC_1.Severity, MylntermediateTag)

CPT(Tag, MyIntermediateTag + Tag2)

O~

In this version of the Logix Designer application, in the Structured Text editor, the @Alarms and
@AlarmSet syntax is supported only in simple arithmetic expressions, such as a + b. The following

example shows how inserting an additional step allows creation of more complex arithmetic expressions.

Unsupported expression Alternative
cTagl := cTagl.@Alarms.new.Severity cTagl := cTagl.@Alarms.new.Severity
+:THIS.@MNarmSet.DisabledCount +1; +:THIS.@AlarmSet.DisabledCount;

cTagl:=cTagl +1;
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Creating instruction help

Custom instruction help is generated automatically as you are creating your Add-On Instructions. Logix Designer
application automatically builds help for your Add-On Instructions by using the instruction’s description, revision note,

and parameter descriptions. By creating meaningful descriptions, you can help the users of your instruction.

In addition, you can add your own custom text to the help by using the Extended Description field. You can provide
additional help documentation by entering it on the Help tab on the Add-On Instruction Definition Editor. The
instruction help is available in the instruction browser and from any call to the instruction in a language editor by

pressing F1.

Write clear descriptions

When writing your descriptions keep the following in mind.

To write clear descriptions

»  Use short sentences and simple language.
*  Be brief and direct when you write.
¢ Include simple examples.

*  Proofread your entries.

This is an example of the Extended Description Text field in the Help tab on the Add-On Instruction Definition Editor.
This area lets you create directions on how to use and troubleshoot your instruction. The Instruction Help Preview

window shows how your text will look as generated instruction help.

Q Tip: When you are typing your text into the Extended Description Text field, you can use returns and

tabs in the field to format the text, and if you copy and paste text into the field tabs are preserved.

Add-On Instruction Definition - Simulate_Feedback v1.0 ===

| General I Parameters | Local Tags | Scan Modes | Signature | Change Histor)'| Help |

BExtended Description Text:

Usze this instruction to start and stop a motor. The instruction uses a basic stop and start circuit. -
- If the: Stop button i cloged. the motor gets the command ta run when pou press the Start button.

- The mator rng even after vou releasze the Start button.

- The motor stops when you press [open)] the Stop button,

- Use the Jog bit to jog the mator. The Jog bit overrides the Stop button,

Instruction Help Preview:

Extended Description =

lUse this instruction to start and stop a motor. The instruction uses a basic stop and
start circuit.

- If the Stop button is closed, the motor gets the command to run when you press the
Start button.

- The motor runs ewen after you release the Start button.

- The motor stops when you press (open) the Stop button.

- Uze the Jog bit to jog the motor. The Jog bit overrides the Stop button.

m

You can also use the auxiliary contact of the motor to make a fault happen if the motor 1
doesn't start or stop.

y all default values of parameters and local tags whose values were modified to all tags of this instruction type

&J Data Type Size: 8 byte {s) 0K ] l Cancel Apphy Help
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Document an Add-On Instruction

60

Follow these steps to create custom help for an instruction.

To document an Add-0n Instruction

1.
2.

Right-click an Add-On Instruction and select Open Definition.
On the General tab, in the Extended Description Text box, type a description and a revision note for the
Add-On Instruction to explain the purpose of the instruction.
Click the Parameters tab in the Description box, type a meaningful description for each Parameter.
Right-click each routine located below the Add-On Instruction in the Controller Organizer and select
Properties.
In the Description box, type a description for execution of each routine.
For the logic routine, describe execution of the instruction when Enableln is true.
For the EnablelnFalse routine (if one exists), describe actions that will take place when Enableln is false, such
as any outputs that get cleared.

For the Prescan routine (if one exists), briefly describe actions that will take place during the Prescan routine,
such as initialization of any parameters.

For the Postscan routine (if one exists), briefly describe actions that will take place during the Postscan
routine, such as initialization of any parameters resetting any internal state of the instruction.

Click the Help tab on the Add-On Instruction Definition Editor and type additional information in the
Extended Description field.
The extended description can include the following information:

o Additional parameter information

o Description of how the instruction executes

o Change history notes

Review the Help format in the preview window.
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Project documentation

Rockwell Automation, Inc.

This is an example of the Logix Designer application generated help for the instruction. This information is

gathered from the definition descriptions that you complete when defining an instruction.

& Add-On Intruction Defiition - Motor Stater v1.0 ==

Nare:

DeSciBton:  Siatsand stops 3 moor

Chenge Type.

Tive: BB Ladder Diagram
Mo Mo enssten
Rovion: o
Revson ot
Vendor: el

J sadto o

c i modbedio s
e puatpesamapery [ OK ) [l | [ o J[ b ]

[ Gerel | ot | Loca Tga | S Nodes | St | hange oy | o | i

Motor_Starter v1.0

Rockwell
// [Contact the Add-On Instruction developer for questions or problems with this instruction]

Starts and stops a motor

Available Languages
BlRelay Ladder
T —
— Starts and stops & motor | —
Votor Starer 7
stop >

24 Function Block

Motor_Starter

Starts and stops & motor

G | Paraneen | Local Tag | Sca s | Soroto | Grang o | i |

Sgnature

B 8

Signature History
U [Sorate D[ Timestanp [Descroton

Copy sl et

Data Type Sao: Bbyte &)

Tiestanp:  2017-05-15T17.0645.1262
it oy \

ErstleinFase

OutCommand tums o]
P e

Tipe:  Lacder Dagram
Insncion: 5 botor_Stater
Narbsrof Rungs: 1

== =l

\

" Ad-On nsructon Defiriton - Motor Starter v10 ) 5 ucured Toxt
Motor_starter (Motor_Starter,Stop, Start,Out);
Genera | Parameters [ Locai Tags [ Scan Hodes | Sgnatue [ Crange sty [ e = ¢ _ P )
Ty Tussge [osaTops_[AimsFor Tosax_[Sve[Fea[Ve [Descrtion [ tomalFoess_[Gortant_[ 2] N i
[T ebon o 00L TDeoms [ ] Eve b 5. Read Oty 5] RequiredName Data Iype _Usage _ Deseripion
[ oo oupu so0L ODccms 1 ] EnsbeOupt.-S... ead Ony 5] * Motor Stater Motor_Stater nOut
| sop ot BOOL 0Dccna [ @] Enterthetagthat . Readirte 5] Enableln BooL Input
s ot 800L 0Decns [ [ Enertretagtia . Resd/Vite (5] EnableOut  BOOL Output
] = ot B00L Obecmad 1 1 Jopcomensfet. Resiite a X swp B00L Input Enter the tag that gives the stop command o the mtar
AsCoriat gt BOOL 0 Dscinal (][] Ay cortcto.. ReaiMite o xS B00L Input  Enter the g that gives the start command for the motor
|| Cesfa  Wpw B0OL 0Decmsl  [] (] Tockarthafa .. Resd/Wite o Jog BOOL Input  Jog command for the mator.
o upa BOOL 0Dccms [ ] Ouput conmand .. ResdOny 5] Tojog the mator,tum on this bit
|| fe Oupu BOOL 0Decmsl  [] @] Fon.themotord.. RedOnly o To stop the jog, tum of this it
e S oncet| 3 e e i a AuContact BOOL Input Auilry contactofthe mtor
B Bl B Miake sure you se the FaulTime.
| Othervise, this input doesn' do anything
Clearfaut  BOOL InputTo lear thefaut of the motor, ur on this bit
X ou 800U Output Output command to the motor starter.
¥ on.the motor stats
1 of, the motor sops
Faut B00L OutputHon, the motordid not start or stop.
FauTms  OINT Input Entor the time (ms) to wat for the auxiary cortact o open
orclose. The FautTime bittums on when tha time is up
Copy o defo vaes o o tags whose vabes were i o ltags Extended Description
(. . oK Concel [rep_] || Use this instruction to stat and stop a mtor. The instruction uses a basic stop and start circut
SR I s e un S Rinle) - - If the Stop button is closed, the motor gets the command to run when you press the Start button.
e motor rns even ater you relase the Sta button
&1 Add-On Instruction Definition - Motor_Starter v1.0. =) The motor stops when you press (open) the Stop button.

~Use the Jog bit o jog the mator. The Jog bt overides the Stop button

You can also use the auxiiary contact of the motor to make a fault happen ifthe motor doesnit start o stop.
~In FaultTime, enter how long you want to wait for the contact to open o close. Enter the time in millseconds.

“The Fault bi tuns on if the contact doesn' show that the motor started of stopped vithin the FaultTime.
- You must sat FaulfTime greater than 0 to use the auxifary contact. Othenwise th instruction dossnit uss the valus of
the auxiiary contact
~To clear the Fault bit, tur on the FaultClear bit

“The instruction dossritlst you enter tags fo the Jog, AuxContact, and FautClear bits in the LD and ST programming
languages. You write cods to turn those bits on and of. For example.

n LD, use XIC and OTE instructions to read the value of the auxilary contact tag and wrte t o the AuxContact bit
~In ST, use an assignment (=)to set the AuxContact bit equal to the value of the auxiliary contact tag

Signature
0: 16816493
Timestamp: 2017-05-15T17:42:49 3897
Signature History:
v 10 Tmesump _peserpton
<none>
Execution

[se Add-On Instruction Scan Modss online Help for more information]

Condition Description
Enableln is false  OutCommand tums of.
Fault timer resets
Enablelnis true  OutCommand tums on when Stop and Start are on.
tCommand tums off when Stop tums off.

Revision v1.0 Notes

With RS Logix 5000 software, version 17 and later, you have the option to display project documentation, such as

tag descriptions and rung comments in any supported localized language. You can store project documentation for

multiple languages in a single project file rather than in language-specific project files. You define all the localized

languages that the project will support and set the current, default, and optional custom localized language. The

software uses the default language if the current language's content is blank for a particular component of the

project. However, you can use a custom language to tailor documentation to a specific type of project file user.

Enter the localized descriptions in your project, either when programming in that language or by using the import/

export utility to translate the documentation offline and then import it back into the project. Once you enable project

documentation in application, you can dynamically switch between languages as you use the software.
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Project documentation that supports multiple translations includes these variables:

»  Component descriptions in tags, routines, programs, equipment phases, user-defined data types, and Add-On
Instructions

»  Engineering units and state identifiers added to tags, user-defined data types, or Add-On Instructions

e Trends

«  Controllers

e Alarm Messages (in configuration of ALARM_ANALOG and ALARM_DIGITAL tags)

o Tasks

»  Property descriptions for module in the Controller Organizer

*  Rung comments, SFC text boxes, and FBD text boxes

If you want to allow project documentation on an Add-On Instruction that is sealed with an instruction signature, you
must enter the localized documentation into your Add-On Instruction before generating the signature. Because the
signature history is created after the instruction signature is generated, the signature history is not translatable.

If the translated information already exists when you generate the Add-On Instruction signature, you can switch

the language while keeping the signature intact because the switch does not alter the instruction definition, it only

changes the language that is displayed.
For more information on enabling a project to support multiple translations of project documentation, refer to the
online help.

Motor starter instruction example

The Motor_Starter Add-On Instruction starts and stops a motor.

If the stop pushbutton is closed and the start pushbutton is pressed then:

«  The motor gets the command to run.
»  Theinstruction seals in the command, so the motor keeps running even after you release the start

pushbutton.
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Rockwell Automation, Inc.

If the stop pushbutton is pressed (opened), then the motor stops. The following screen capture shows the General tab

for the Motor Starter Add-On Instruction.

Add-On Instruction Definition - Motor_Starter v1.0 [rol[-E]

General | Parameters I Local Tags IScan Modes | Signature | Change History I Help |

Name: Motor Starter]

Description:  Starts and stops a motor -

-

Major Minar Extended Text
Revision: 1k 0 =
Revision Mote: L
Vendor: Raoclowel

Copy all default values of parameters and local tags whose values were modffied to all tags of this instruction type

Data Type Size: 20 byte (s) [ OK ] ’ Cancel HApply Help

The following screen capture shows the Parameters tab for the Motor Starter Example Definition Editor.

r ™
# ' Add-On Instruction Definition - Motor_Starter v1.0 ﬂ
General | Parameters ‘ Local Tags | Scan Modes | Signature | Change History I Help ‘
Name | Usage | Data Type |Nias For ‘ Default |5tyie ‘ Req | Vis ‘ Description | Extemal Access ‘Consian‘l | ‘l
- Enableln Input BOOL 1 Decimal Enable Input - Sys... Read Only
- EnableQut Qutput  BOOL 0 Decimal Enable Output - 5... Read Only
| S Input BOOL 0 Decimal Enterthe tagthat ... Read/Write
| St Input BOOL 0 Decimal Enterthe tagthat ... Read/Write
| Jog Input BOOL 0 Decimal  [] [C] Jogcommand fort... Read/Write
| AuwxCortact Input BOOL 0 Decimal  [] [O] Auwdliary contact o... Read/Write
| ClearFaut Input BOOL 0 Decimal  [] [C] Toclearthefautt ... Read/Wiite
| Oou Qutput  BOOL 0 Decimal [¥] Output commandt... Read Only
| Faut Qutput  BOOL 0 Decimal  [] K an.the motor di... Read Only
- b FaultTime Input DINT 0 Decimal [F1 [ Erterthe time (ms)... Read/Write
2] | ] a
Maove Up Move Down
Copy all default values of parameters and local tags whose values were modified to all tags of this instruction type
Data Type Size: 8 byte {5) Apply ficky
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The following screen capture shows the Motor Starter Example ladder logic.

E (S 1 [N e I S TR T T Data Context: T2 Motor_Starter <definttion> - lj”_

If the Stop button is closed, the editor gets the command to run when you press the Start button. The motor runs even after you release the Start button.
The motor stops when you press (open) the Stop button. The run command turns off if there is a fault.

Stop command for the
motor the motor

Stop Start

RunCommand

Jog command for the
motor.
To jog the motor,
turn on this bit
To stop the jog,
turn off this bit.
Jog Fault

Start command for

If on, the motor did
not start or stop.

If on, the motor did
not start or stop

Fault

RunCemmand

The moter starts if the run command is on. The moter also starts if the Jog input is on and there isn't a fault.

RunCommand

Output command to
the motor starter.
If on, the motor

If FauliTime is greater than 0, turn on Check&uxContact. This lets the instruction use the auxiliary contact on the motor.

Time (ms} to wait
for the auxiliary
contact to open or
close. The FaulTime
bit turns on when
that time is up
GRT
Greater Than (4=B)
Source A FaulTime
Q=
Source B o

starts.
If off, the motor
stops.
Out
MOV CheckAuxContact
Move
Source FaultTime

e
Dest FaukTimer PRE
o

If CheckAuxContact is on, the rung checks for that state of the auxiliary contact. The Fautt bit turns on if the auxiliary contact doesn't match the

Output command to
the motor starter.
If on, the motor
starts.
If off, the moter
stops.
CheckAuxContact Out

Output command to
the motor starter.
If on, the motor
starts.
If off, the moter
stops.
Out

To clear the fault
of the motor, turn
on this bit.
ClearFault

commanded state of the motor within FaultTime.

Auxiliary contact of
the motor.
Make sure you set
the FaulTime.
Otherwise, this
input doesn't do
anything.
AuxContact

Auxiliary contact of
the motor.
Make sure you set
the FaulTime.
Otherwise, this
input doesn't do
anything.
AuxContact

TON
Timer On Delay EN
Timer  FaulTimer
Preset D= DN
Accum D=

If on, the motor did

not start or stop.
FaulTimer DN Fault

To clear the fault of the motor, turn on the FaukClear bit

If on, the motor did
not start or stop.
Fault
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The following diagrams show the Motor Starter instruction called in three different programming languages. First is

Motor Starter Ladder Logic.

Conveyor
Motor_Starter
Starts and stops a motor

Motor_Starter Motor_Starter LD [L.] — Fault

Stop Stop_PB
04

Start Start_PB
L

Out Motor_Out_ LD
04

Here is the Motor Starter Function Block Diagram.

Conveyor

Pushbutten to stop
the conveyor

Motor_Starter [

Starts and =tops a motor

Stop_PB Output command to
Motor_Starter_01 the conveyor motor
0
Puszhbutten to start Stop Qut Wotor_Cut_FBD.0
the conveyor Start Fault 0
0
Start_PB
Here is the Motor Starter Structured Text.
Motor_Starter(Mtor_Starter_ST, Stop_PB, Start_PB, Mtor_Qut_ST);
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Simulation instruction example

66

The Simulation_DT_1st Add-On Instruction adds a dead time and a first-order lag to an input variable. The following

screen capture shows the General tab for the Simulation Example Definition Editor.

=N Nl =)

Add-On Instruction Definition - Simulation_DT1stv1.0

General® | Parameters | Local Tags | Scan Modes | Signature IChE'"EIE Histary I Help |
Name: Simulation_DT_1st
Description:  Simulation instruction which includes a dead time and & »
first order lag |
Type: 5 Function Block Ciagram
Mazjar Minar Extended Taxt
Revision: 1= 0 2| Sim DT 1st
Revision Mote: r
Vendor: Rockwell Automation

Copy all default values of parameters and local tags whose values were modffied to all tags of this instruction type

Data Type Size: 4 byte (s) [ OK ] [ Cancel ] [ Apply ] [ Help

The following screen capture shows the Parameter tab for the Simulation Example Definition Editor.

r ™
# 7 Add-On Instruction Definition - Simulation DT 1st v10 ==
General | Parameters | Local Tags I Scan Modes I Signature I Change History I Help ‘
Name ‘ Usage | Data Type |Nias Far | Default |Stﬂe | Req | Vis | Description | Exdemal Access |C0n5tant | Al
| Enableln Input BOOL 1 Decimal [] [ Enable Input... Read Only =
| EnableOut Qutput  BOOL 0 Decimal [0 [ Enable Outp... Read Only (=]
| SimInput Input REAL 0.0 Foat Enterthetag Read/\Wrhite =
| SimDeadtime Input REAL 0.0 Foat [71 [C] Enterthe de... Read/Wite =
| SmTimeConstant  Input REAL 0.0 Float B Erterthe tim... Read/Write =
| SimOutput Output  REAL 0.0 Foat [} Output value  Read/Write =
| SimDTinw Output  BOOL 0 Decimal [} If on, the de... Read/Wrte =
| DAl Input REAL 0.0 Float Erteranam... Read/ Wite =
< O d O
Maove Up Move Down
Copy all default values of parameters and local tags whose values were modified to all tags of this instruction type
Data Type Size: 24 byte (5) Apply bicln
S 2
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The following image shows the Simulation example logic.

Simulation input

0.0 DEDT - oG [
Siminput .
Deadtime Lead-Lag Simulation output
DEDT_01 LOLG_01 SimOutput
Dead time (Sec) n out [— In Out b0
0.0 ime invali
SimDeadtime Deadtime  Deadtimelnv Lag Deadtime invalid

SimDTiny

StorageArray DA1

Time constant (Sec)

SimTimeConstant

Ladder diagram configuration

In this example, the instruction simulates a deadtime and lag (first order) process.

The Simulation_DT_1st instruction reads the control variable from the PID instruction. The PID instruction reads the

SimOutput Parameter of the Simulation_DT_1st instruction.

The Simulation_DT_1st

instruction reads the
contrl variable from the
PID instruction.
Simulation_DT_1st
Simulation instruction which include...
Simulation_DT_1st Sim DT _LD [ | SimDTinv
Siminput  My_Control_ariable
SimTimeConstant
S'T"ICNF'“‘ The PID instruction reads
Lo DT the SimCutput parameter
of the Simulation_DT_1=
instruction.
PD
Proportional Integral Derivative
PD My_PID_LD [.)
Process Variable Sim_DT_LDA SimQutput
Tieback 0
Control Variable My_Control_\ariable
PID Master Loop 0
Inhold Bit 0
Inhold Value 0
Setpoint 00%
Process Variable 00w
Output % 0.0%

sim_DT_LD.SimOutput

N

Simulation_DT_1% tag SimOutput parameier
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Function block diagram configuration

The PIDE instruction sends the control variable to the Simulation_DT_1st instruction. The Simulation_DT_1st

instruction calculates an output and sends it to the PIDE instruction as the process variable

Simulation
instruction which
includes a dead time The PIDE instruction sends the control

and a firzt order variable to the Simulation_DT_1st instruction.
lag.
Simulation_DT_1st (| PIDE (|
Simulation instruction which includes a ... Enhanced PID
Simulation_DT_1st_02 PIDE_01
_ — Siminput SimOutput cﬁ.c Py CWVEU
2 - SimDeadtime SimOTiy [ SPProg P
SimTimeConstant SPCascade FWHHAlarm :
DA1 RatioProg PVHAIam [
CWProg PVLAlarm :
FF PVLLAlarm [
The Simulation_DT_1st instruction calculates 0
an output and sends it to the PIDE instruction HandFB FVROCPosAlarm 0
as the process variable. ProgProgReq PVROCNegAlarm [
ProgOperReq DevHHAlarm :
ProgCasRatReg DevHAlarm :
P A sl T

Structured text configuration

The Simulation_0T_ 1st instruction reads the
contmlvariable from the PIDE irstruction and
calculates anoutput.

¢ Simulation_DT_1st{ Sim_DT_ST, My_PIDE_STCVEL, OT_Army_5TJ; )

Theautput goes to the process variableofthe — My_PIDE_STPY :=I§im_DT_ST.Sim0utput: >
PIDE instruction. PICE{My_PIDE 5T

Sim_DT_ST . SimOutput

Simulation_DT_ st tag 4

dot

SimOutput Pa mmeter
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Introduction

Add-On Instructions are used in your routines like any built-in instructions. You add calls to your instruction and then

define the arguments for any parameters.

Access Add-On Instructions

The Add-On Instruction can be used in any one of the Ladder Diagram, Function Block, or Structured Text languages
(including Structured Text within Sequential Function Chart actions). The appearance of the instruction conforms to

the language in which it is placed.

To access Add-On Instructions

»  Access them from any of the normal instruction selection tools.
«  Theinstruction toolbar has an Add-On tab that lists all of the currently available Add-On Instructions in the

project.

Chec Mot Rlot  Byd  Safet  Simul  Simul
‘ D G D <:| kéut  or 2 or & 0N uadd ke akign
Fawvorites  Add-On  Process  Drives  Fiters  Select/Lim... Statlstii

IMPORTANT: Safety Add-On Instructions can be used only in safety routines, which are currently
restricted to ladder logic. Safety Add-On Instructions are shown in the Language Element toolbar

only when the routine is a safety routine.

Use the Add Ladder Element dialog box

Use the Add (language) Element dialog to add elements to add an element to logic.
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Use the Add (language) Element dialog

1. Press Alt + Insert anywhere in the editor or right-click the logic in the Editor and select Add Element.
i ™
i | Add Ladder Element

1

Ladder Element:  Fung £ Instruction Help 3 :
Mame Description
4 -
= Branch (BST - BMND) i
# Branch Level (NXE) =
Alams
Bit
Timer/Courter
Imput AOutput
Compare
Compute/Math
MaoveLogical

Show Language Elements By Groups K

IH
1

ncel

[ﬂew Add-On Instructiun...] Help

LS

2. From the Element list, select the Add-On Instruction you want to add to your routine

-
B ' Add Ladder Element

1

Ladder Element:  Motor_Starter | Instruction Help >>

Mame Description
Mation Group
Mation Event
Mation Config
Mation Coordinated
ASCI String
ASCIl Conversion
Add-On
# CheckAwdCont

SlMotar_Starter  Starts and stops a motar
o Test

1 fin |

Show Language Elements By Groups

0K

Cancel

[ﬂew Add-On Instruc:tiun...] Help
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Click Instruction Help to display the instruction help for any instruction in the browser.

B Add Ladder Element

S

Ladder Elemert:  Motor_Starter Logix Designer Instruction Help

Name Description Motor Starter v1.0 g
Mation Group -
Motion Event Rockwell
Motion Corfig [Contact the Add-On Instruction develope
Metion Coordinated
ASCII String Starts and stops a wotor
ASCIl Conversion
Add-On F
= CheckAuxCont ‘E ‘ =
E:—:: Motor Starier  Siarts and stops a motor || |* Available Languages
o Test o
Show Language Elements By Groups B Relay L
Motor_Starter
New Add-On Instruction.. Help S_tans a_nd stops a mut?r i T i

"

Click OK.

Including an Add-On Instruction in a routine

Follow this procedure when you want to use an Add-On Instruction in one of your routines.

1.

Rockwell Automation, Inc.

Open the Add-On Instruction folder in the Controller Organizer and view the listed instructions.

If the instruction you want to use is not listed, you need to do one of the following:
o Create the instruction in your project.

o Copy and paste an instruction into your project.

o Get the file for an exported instruction definition and then import the instruction into your current

project.
Open the routine that will use the instruction.
Click the Add-0n tab on the instruction toolbar.

Click the desired Add-On Instruction to insert it in the editor. Hover the cursor on an instruction to see a

preview of it.

Chee Mot Mot BpA  Zafet  Timul  Zimul
kdut or 2 or & ON uidd  ate atio“

Favorites Add-On  Alarms  Bit Timer/Counter Simulation_DT_1st v1.0
Simulation_DT_1st
Simulation instruction which incl...
Simulation_DT_1st ? [ —SimDTinwv
Siminput ?
SimTimeConstant 7?7
SimOutput 77
DA ?
??
Define arguments for each Parameter on the instruction call.
The instruction appears as follows in each of the languages.
Ladder Diagram: Simulation_DT_1st
Simulation instruction which incl...
Simulation_DT_1st ? [ SimDTIny
Siminput ?
7
SimTimeConstant v
SimOutput 77
D4 ?
7
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Track an Add-O0n Instruction

72

Parameter With

Description

Single question mark

This is a required InOut parameter. Enter a tag.

Single and double question marks

This is a required Input or Output parameter. Enter a tag.

Double question marks

This is not a required parameter. You can either:
» Leave asis and use the default value.

» Enter a different value if it's an Input parameter.

Function Block Diagram:

Simulation_DT_1st

Nub \ Simutation_DT_1st_01

Description

Nub on the end of pin

This is a required Input or Output parameter.
You must wire the pin to an IREF, OREF, connector, or another

block to verify.

Single question mark

This is a required InOut parameter. Enter a tag.

No nub on the end of pin

This is not a required parameter.

You can either:

» leave as is and use the default value.

» enter a different value if it's an Input parameter.

NOTE: The instruction expects arguments for required parameters as listed in the instruction tooltip.

O Tip: For help with an instruction, select the instruction and then press F1. In Structured Text, make sure

the cursor is in the blue instruction name.

Use component tracking to determine whether tracked components have been changed. The Logix Designer

application creates an overall tracked value to indicate the current state of tracked components.

Tracked components and their current states appear in the Tracked Components dialog box, which is accessible on

the Controller Properties dialog box - Security tab. The recommended limit on the number of Add-On Instructions

that can be tracked is 100. If this limit is exceeded, there might be a noticeable impact on performance in the Logix

Designer application.
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The FactoryTalk Security permission Add-0n Instruction: Modify controls a user's ability to change the tracking
status for an Add-On Instruction.

O Tip: Tips:

»  Component tracking is supported only on
CompactLogix 5370, ControlLogix 5570, Compact GuardLogix 5370, and GuardLogix 5570

controllers

in version 30 of the Logix Designer application.

+ To optimize performance, configure component tracking so that the tracked state value is

calculated on demand rather than at reqular intervals.

To track an Add-On Instruction

1. In the Controller Organizer, highlight the component to track.
2. Right-click and select Include in tracking group.

3. Tostop tracking a component, right-click and select Include in tracking group again.

Reference a hardware module

A module reference parameter is an InOut parameter of the MODULE data type that points to the Module Object of

a hardware module. You can use module reference parameters in both Add-on Instruction logic and program logic.
Since a module reference parameter is passed by reference, it can access and modify attributes in a hardware
module from an Add-On Instruction. Follow this procedure to use a module reference parameter from within the Add-

On Instruction. This example shows how to retrieve the communication path for a hardware module.

To reference a hardware module

1. Create the module reference parameter in the Add-On Instruction. See Creating a module reference
parameter on page 35.

2. Create a SINT tag in the Add-On Instruction to hold the module communication path.

3. Add a GSV instruction in the Add-On Instruction, using the programming language you chose for the Add-On
Instruction. The GSV instruction allows you to retrieve module information.

4. Inthe GSV instruction, choose the following values to retrieve the communication path to the module.

Attribute Value
Class Name Module
Instance Name The module reference parameter you created in the Add-On

Instruction (I0_ModuleSts below)

Attribute Name Path. This is the communication path to the module.

Dest The tag to hold the module path (Module_Path below)
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T4

1.

GEW

Get System Value

Class Name Module
Instance Name 10_ModuleSts

Afttribute Name Path
De=t Module_Path
(4=

In the routine that includes the Add-On Instruction, create another module reference parameter.

a.  Inthe routine, right-click Parameters and Local Tags and then click New Parameter.

b.  Enter the following values in the dialog box.

Attribute Value

Name ModuleRef_Slot01
Usage InOut parameter
Data Type MODULE

c.  Click the down arrow in the Parameter Connections box, and choose a hardware module. This is the

module that the parameter references.
-

Mew Parameter or Tag @
Hame: ModuleRef_Slot01 Create |+
Help
Usage: [InOLrt Parameter "]
Type: [Ease » | | Connection...
Alias For:
Data Type:  MODULE []
Parameter  Lcl_S01 vl
Connection:
< _ EI'B 140 Configuration
250pe: -8 1756 Backplane, 1756-A7
Extemnal ----- ﬂ{l [0] 1756-L75 Controller
Aocess: ----- [ B[] 1756-1B16 Lel_S01
] [211756-0B18I Lel_S03
Style:
- Bl [3]1756-IF8 Lal_S04
[] Constant =~ § [4]1756-EN3TR Lal_S05
------ = Bthemet
Seguencing
Cpen Canfig
[] Open Parameter Connections
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2. Add the Add-On Instruction to the routine.

3. Connect the routine's module reference parameter to the Add-On Instruction's module reference parameter.

Double-click the question mark next to the Add-On Instructions module reference parameter, then click the

down arrow and choose the module reference parameter from the program.

AD_ModuleSts
ADIL_Module5ts | ModuleRef Siotd1 - [
AN ModulaDaf 5
T. ~  Show: Al Tags
Name :3| | Data Type Usage Description
Module_Path DINT Lacal
ModuleRef _Slotd1 MODULE InCut
Motor_Cut_FBD il DINT Lacal
Motor_Out_LD DINT Output
Motor_Starter_LD BOOL Lacal Conwveyor
My_Centrol_Variable DINT Lacal
p WMy PID_LD PID Local
p PIDE_O PID_ENHANCED Local
Result1 DINT Local
Sim_DT_LD_SimOutput DINT Output
B Simulation_DT_1st_01 Simulation_DT... Local Simulation instruction which i
B Simulation_DT_1st_02 Simulation_DT... Local Simulation instruction which
Start_PB BOOL Lacal Pushbutton to start the conv
Stop_PB BOOL Lacal Pushbutton to stop the conve
Show controller tags
[¥] Show MainProgram tags

You can now access the attributes associated with the Module Object from within the Add-On Instruction.

Tips for using an Add-On Instruction

Rockwell Automation, Inc.

This table describes programming tips for you to reference when using Add-On Instructions.

Topic

Description

Instruction Help

Use the instruction help to determine how to use the instruction

in your code.

Ladder Rungs

In a ladder rung, consider if the instruction should be executed
on a false rung condition. It may improve scan time to not

execute it.

Data Types

A data type defined with the Add-On Instruction is used for the
tag that provides context for the execution from your code. A
tag must be defined of this Add-On Instruction-defined type on

the call to the instruction.

Indexed Tag

You can use an indirect array indexed tag for the Instruction
instance. One drawback is that you cannot monitor the Add-On

Instruction by using this as a data context.

Passing Data

* Input and Output parameters are passed by value.

*  InOut parameters are passed by reference.
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Programmatically access a parameter

Follow these procedures for any language when you want to access an Add-On Instruction parameter that isn't

available on the instruction face by default.

The following procedures demanstrate how to use the Jog parameter of the Motor Starter Add-On Instructions.

» Parameters
Fequired MName Data Type TUsage Description
x Motor Starter Motor Starter InCut
Enableln EOOL Input
EnableCnat EOOL Chatpat
X Atop EBOOL Input Stop comnand for the motor.
H Start BOOL Input tart command for the motor.
Jog BOOL Input Jogr comandm
Toa jog the motor, turn on this bit.
To stop the jog, turn off this bit

100, curn off viis Bio.

Using the Jog command in ladder diagram

76

The first rung sets the Jog bit of Motor_Starter_LD = Jog_PB.

Jog_PB

Wotor_Starter_LD

Wotor_Starter_LD fag

dot

Jog parameter

{ Motor_Starter_LD Jog )

Motor_Starter

Starts and

Jog

stops a8 motor
Motor_Starter_LD [...) — Faul
Stop_PB

Motor_Out_LD
O

Use another instruction, an assignment, or an expression to read or write to the tag name of the parameter. Use this

format for the tag name of the parameter:

Add_0n_Tag.Parameter
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Where Is
Add_On_Tag An instance tag defined by the Add On data type.
Parameter Name of the parameter.

Use the Jog command in a function block diagram

Any parameter can be made visible or invisible except those defined as required. Required parameters are always

visible. If the parameter is required, you will see it checked in the Properties dialog box.

To use the Jog command in a function block diagram

1. Click Properties for the instruction.

Motor_Starter

Starts and stops a motor

Motor_Starter 041
Stop Ot
Start Fault

2. Select the Vis check box of the Jog parameter to use it in your diagram.

I ™
Motor_Starter Properties - Motor_Starter_01 (Sheet 1, A3) @
Parameters® | Tag
Vis | Name |Pu'gumerrt Value Data Type | Description
I_ ] Enableln 1 BOOL Enable Input - Sys
0] = EnableCut 0 BOOL Enable Output - 5
I_ Stop 0 BOOL Stop command for
| | ¥ Star 0 BOOL Start command for
| I Jog 0 BOOL Jog command fori
= AuneContact 0 BOOL Aundliary contact o
1 I_ [} ClearFault 0 BOOL To clear the fault ¢
I O_ Out 0 BOOL Qutput command 1
0 | Fautt 0 BOOL F on, the motar dic
< | n r
[] Sort Parameters nsert Instruction Defaults
[ Insert Definition Defaults ]
’ Sawve Instruction Defaults ]

Execution Order Number: <routine not verfied:
[] Never display description in a routine QK ] ’ Cancel l [ Apply ] ’ Help l
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3. Click OK.
4. Wire to the pin for the parameter.

Pushbutton to stop

5 5 d stops
the conveyor Starts and stops a

0 motor
Stop_PB
Motor_Starter [.]
Startz and stops a motor
Output command to
Pushbutton to start Motor_Starter_01 the conveyor motor
the conveyor Stop Out [F— Motor_Out_FBD
Start_PB - Start
log

Jog pushbutton to
jog the conveyor
forward

(=

Jog_PB

Using the Jog command in structured text

The assignment sets the log hit of

Motor_Starter_ST.Jog :=Jog_PB;
Maotor_Starter_ST = Jog_PB.

Mator_Starter{Motor_Starter_ST, Stop_PB, Start_PE, Maror_01|t_ST];|

Motor_Starter_5T . Jog

Mator_Starter tay

dot

log Parameter

Monitor the value of a parameter

78

Follow this pracedure when you want to see or change a parameter value of an Add-On Instruction.

To monitor the value of a parameter

1. Open the Properties of the instruction based on what language you are using.
a.  Foreither a Function Block or Ladder Diagram, click Properties E] for the instruction.
Motor_Starter

Starts and stops a motor
Motor_Starter Motor_Starter LD [L.] — Fautt

Stop Stop_PB

[ 4m
Start Start_PB

(4=
Chut Motor_Out_LDx

[ 4m
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b.  For Structured Text, right-click the instruction name and select Properties.

r ™
Motor_Starter Properties - Motor_Starter_01 (Sheet 1, C2) ﬂ
Vig | Name Argument Default Data Type Description
| | [C] | Enablein 1|BOOL Enable Input - System Defi.
0| EnableOut 0|BOOL Enable Output - System De
I Stop o |BooL Ertter the tag that
| Start 0|BOOL Enter the tag that
1| @ Jog 0|BOCOL Job command for
I | [[]| AuteContact 0|BOOL Awdliary contact o
| | [C]| ClearFaut 0 |BoOL To clearthe fault
0 Out 0|BOCOL Output command
0 Fault 0|BOOL f on, the motor di
1| [ |+ FaultTime ﬂ[ 100d|piNT Enter the time {ms)
1| 11 | 3
[ Sort Parameters Insert Instruction Defaults
’ Insert Defintion Defaults ]
’ Save Instruction Defaults ]

Execution Order Number: <routine not verfied:

[] Never display description in a routine [ OK ] [ Cancel ] Apply Help

5

1. Monitor the value of the parameters and change any if needed.
2. Type anew value for each parameter as needed.
3. Click Apply and when finished, click OK.

View logic and monitor with data context

Follow this procedure when you want to view the logic of an Add-On Instruction and monitor data values with the
logic.
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To view logic and monitor with data context
1. Right-click the instruction call in any routine.
Instruction call
i S //
Starts and stops a motor
Motor_Starter Motor_Starter_LD [..) — Faul
Stop Stop_PB 4
L] M otor_Starter(Motor_Starter_ST Stop_PB,
Start Start_PB Start_PB Motor_Out_ST)
(L
Out Motor_Out_LD
0#
yor
Pushbutton t
the conve Motor_Starter ()
0 Starts and stops a motor
Stop_PB
Motor_Starter_01
Pushbutton to start -| Stop Qut [ : : Motor_Out_FBD.0
the conveyor | start Fauk[>
Start_PB -
2. Select Open Instruction Logic.
Open Instruckion Logic
Cpen Instruckion Definition
Properties Alt+Enter
The Language Editor opens with the Add-On Instruction's logic routine and with data values from the
instruction call.
As you view the logic you can:
o Identify the instruction call whose tags are being used for data.
o See the logic as it executes (when online).
o See Parameter and Local Tag values.
o Change local tag and parameter values for the data instance selected.
LS m [N RN e E TR S 5 T | o Data Contexd: <7 Motor_Starter_01 (MainProgram) - | 'lw
If the Stop button is closed, the editor gets the command to run when you press the Start button. The motor runs even after -
ou release the Start button. The motor stops when you press (open) the Stop button. The run command turns off if there is a F
fault.
Stop command for the Start command for If on, the motor did
motor the motor not start or stop. A
Stop Start Fault RunCommand 3
—|: RunCommand
The motor starts if the run command is on. The motor also starts if the Jog input is on and there isn't a fault.
Output command to
the motor starter.
If on, the motor
starts.
If off, the motor
stops.
RunCommand Out
Jog command for the
motor.
To jog the motor,
turn on this bit.
To stop the jog, If on, the motor did
turn off this bit. not start or stop.
Jog Fault
4 »
3. To edit the logic of the Add-On Instruction, select the instruction <definition> in Data Context.
Data Cortesdt: Mator_Starter <definition= -
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You can't edit the instruction logic:

o Online

o When the logic is in the context of an instruction call
o If the instruction is source-protected

o If theinstruction is sealed with an instruction signature

Determine if the Add-On Instruction is source protected

An Add-On Instruction may be source protected so you cannot view the logic. Follow these steps to see if an Add-On

Instruction is source protected.

To determine if an Add-On Instruction is source protected

1.

Rockwell Automation, Inc.

Select the Add-On Instruction in the Controller Organizer.
The Add-On Instruction cannot be expanded when fully protected.

Look in the Quick View pane for Protection Type.

The Protection Type field indicates if the Add-On Instruction is protected by a license or a source key. If the

Protection Type attribute is not listed, then the instruction is not protected.

Controller Organizer » 0 =

F Controller LE5_102 -
< Controller Tags
Controller Fault Handler

m

Power-Up Handler
Tasks
Motion Groups E_
Alarm Manager
Assets
F Add-On Instructions

b ACL ModuleSts

[ Check&utoCont -

k VOV W

Description
vi.0

Revisian

Revision Mote

WVendor Rockwell

Data Type Size 4 bytes

Created 5/19/2017 2:16:17 PM
Created By RA-TNT

Edited 3/22/2017 10:32:18 AM
Edited By RA-INT

Signature ID

Protection Type

M a],rl _!! 17

Protect, Edit, Copy, Export, ...

Protection Mame
Protection Permissions

1| 1] [ 3

[1= Controller Organizer E@,Lngical Crganizer
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Copy an Add-On Instruction

You can copy an Add-On Instruction into your project when it exists in another Logix Designer project. After you copy

the Add-On Instruction, you can use the instruction as is or rename it, modify it, and then use it in your programs.

IMPORTANT: Use caution when copying and pasting components between different versions of Logix
Designer programming application. Logix Designer application only supports pasting to the same
version or newer version of Logix Designer application. Pasting to an earlier version of Logix Designer
application is not supported. When pasting to an earlier version, the paste action may succeed, but

the results may not be as expected.

Q Tip: When copying and pasting Add-On Instructions, consider these guidelines:
»  You cannot paste a safety Add-On Instruction into a standard routine.
»  You cannot paste a safety Add-On Instruction into a safety project that has been safety-locked or
one that has a safety task signature.

»  You cannot copy and paste a safety Add-On Instruction while online.

To copy an Add-On Instruction

1. Open the Logix Designer project that contains the Add-On Instruction.

2. Find the instruction in the Add-On Instructions folder.

Controller Qrganizer + O X

[ Controller L85 102
Tasks
Motion Groups

Alarm Manager
Assets
P CheckAutoCont s
b & MyAOL
P SafetyAddOnlnstruction

P Simulate_Feedback
b =L Simpulation DT 1st

h ¥ W W

3. Right-click the instruction and select Copy.
4. (o to the other project where you want to paste the instruction.

5. Right-click the Add-On Instructions folder and select Paste.

Store Add-On Instructions

There are two ways to store a group of Add-On Instructions together. One is to save your Add-On Instructions in a

project file. Another is to create an L5X export file, as described in Chapter 4 on page 85.

To store instructions by saving them in a project file

1. Identify the instructions to store.
2. Place them in a project file with a distinctive name, such as MyInstructions.ACD.
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Rockwell Automation, Inc.

Open other projects in additional instances of the Logix Designer application and use copy and paste or drag
and drop to move a copy of the instruction from MylInstructions.ACD to another project.

If any of these instructions reference the same Add-On Instruction or User-Defined Data Type, there is only
one shared copy in the project file. When an Add-On Instruction is copied to another project, it also copies

any instruction it references to the target project.
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Create an export file

When you export an Add-On Instruction, the exported Add-On Instruction includes all of its parameters, local tags, and

routines. These will be imported with the Add-On Instruction automatically.

To create an export file

«  Optionally, you can include any nested Add-On Instructions or User-Defined Data Types that are referenced by
the exported Add-On Instruction. Referenced Add-On Instructions and data types are exported to the L5X file
if you select Include all referenced Add-On Instructions and User-Defined Types during the export.

»  Add-On Instruction definition references may also be exported when a program, routine, set of rungs, or

User-Defined Data Type is exported.

O Tip: If an Add-On Instruction uses Message (MSG) instruction and InOut parameters of type
MESSAGE, you may wish to export a rung containing the Add-On Instruction to include the
MESSAGE tags. This captures the message configuration data, such as type and path.

In deciding how to manage your Add-On Instruction definitions in export files, you need to consider your goals in

storing the definitions.

If Then

You want to store many Add-On Instructions that share a set of | Export to separate files as described in Exporting to separate
common Add-On Instructions or User-Defined Data Typesina | files on page 86.

common location

You want to distribute an Add-On Instruction as one file Export to a single file as described in Exporting to a single file

You want to manage each Add-On Instruction as a standalone | °1 Page 87-

instruction

You want to preserve the instruction signature on your Add-On

Instruction

O Tip: Add-On Instructions with instruction signatures are encrypted upon export to prevent modifications

to the export file.

O Tip: A License-protected Add-On Instruction is written to the export file in an encoded format unless the
user's license contains Export permission. To export in non-encrypted text, the license must contain the
Export permission, and when saving the export file, the user must deselect the Encode Source Protected

Content option.
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Export to separate files

If you want to store many Add-On Instructions that share a set of common Add-On Instructions or User-Defined
Data Types in a common location, you may want to export each Add-On Instruction and User-Defined Data Types to

separate files without including references.

To export to separate files

1. Inthe Controller Organizer, right-click the Add-On Instruction and select Export Add-On Instruction.

2. Inthe Save In box, select the common location to store the L5X file.

' ™
§ eronsssonms S
Savein: || Projects - 07 > m-
I MName : Date modified Type
] )15
Recent Places  [()16
[T AOT Projecks
! [ 5amples
Desktop

Libraries

A

Computer

1| m

File name: Motaor Starter.L5X

P
Export
Save astype: Logix Designer XML File {*.L5X)

File description: Starts and stops a motor

-

Include all referenced Add-On Instructions and User-Defined Types
Encode Source Protected Content

In the File name box, type a name for the file.
Clear the Include referenced Add-On Instructions and User-Defined Types check box.
Click Export.

Follow the above steps to individually export the other shared Add-On Instructions and User-Defined Data
Types.

Using export in this way lets you manage the shared Add-On Instruction and User-Defined Data Types
independently of the Add-On Instructions that reference them. One advantage of this is the ability to update
the shared component without having to regenerate all the export files for the instructions that reference it.
That is, it is only stored in one file instead of in every file whose instruction references it. This can help with
the maintenance of the instructions as you only have to update one export file.

To use Add-On Instructions that have been exported in a separate file, without references, you must first
import any User-Defined Data Types of Add-On Instructions that the exported instruction references before
the import of the referencing instruction can be successful. To do this, work from the bottom up. Import the
lowest-level User-Defined Data Types and any User-Defined Data Types that reference them.

Then, import the lowest-level Add-On Instructions, followed by any Add-On Instructions that reference those
low-level Add-On Instructions. Once all of the items it references are in place, the import of the Add-On

Instruction will succeed.
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Export to a single file

If you manage each Add-On Instruction as a standalone, you might want to export the instruction and any referenced
Add-On Instructions or User-Defined Data Types into one export file. By including any referenced Add-On Instructions

or User-Defined Data Types, you also make it easier to preserve the instruction signature of an Add-On Instruction.

To export to a single file and include any referenced items

1. Inthe Controller Organizer, right-click the Add-On Instruction and select Export Add-On Instruction.

2. Inthe Save In box, select the common location to store the L5X file.

@ Export Add-On Instruction | 2 |
Save in: | Projects - & ¥ = Er
= MName : Date modified Type
"h.-l;" CheckAutoContl.L5X 8/11/2014 218 PM Logix Desi
e SafetyAddOnlnstructionl L5X 8/11/2014 221 PM  Logix Desi
Desktop
=}l
Libraries
Computer
vy, ‘ 1 P
LY
Network File name: CheckAutoCont. LBX - Export
Save as type: Logic Designer XML File (*.L5X)
File description: - Help
Include all referenced Add-On Instructions and User-Defined Types
Encode Source Protected Content

L

3. Inthe File name box, type a name for the file.

4. Select the Include referenced Add-On Instructions and User-Defined Types check box.

5. Click Export.
This exports the selected Add-On Instruction and all the referenced instructions into the same export file. You
can use this file to distribute an Add-On Instruction. When the exported Add-On Instruction is imported into

the project, the referenced instructions are imported as well in one step.

Importing an Add-On Instruction

You can import an Add-On Instruction that was exported from another Logix Designer project. When importing an
Add-On Instruction, the parameters, local tags, and routines are imported as part of the Add-On Instruction. Once the

project has the Add-On Instruction, you can use it in your programs.

Import considerations

Rockwell Automation, Inc. Publication 1756-PMOT0M-EN-P - September 2024 87



Chapter 4  Importing and Exporting Add-On Instructions

ATTENTION: Editing an L5K or L5X File:

The EditedDate attribute of an Add-On Instruction must be updated if the Add-On Instruction is

modified by editing an L5K or L5X file. If Logix Designer application detects edits to the Add-On

Instruction, but the EditedDate attribute is the same, the Add-On Instruction will not be imported.

When importing Add-On Instructions directly or as references, consider the following guidelines:

Topic

Consideration

Tag Data

Imported tags that reference an Add-On Instruction in the
import file may be affected if the Add-On Instruction is not
imported as well. In this case, the imported tag's data may be
converted if the existing Add-On Instruction’s data structure is
different and tag data may be lost.

If an existing Add-On Instruction is overwritten, project tag data
may be converted if the Add-On Instruction’s data structure is
different and tag data may be lost.

See Import configuration on page 89 for more information.

Logic

Imported logic that references the Add-On Instruction in the
import file may be affected if the Add-On Instruction is not
imported. If an existing Add-On Instruction is used for the
imported logic reference and the parameter list of the Add-On
Instruction in the project is different, the project may not verify
or it may verify but not work as expected.

If an existing Add-On Instruction is overwritten, logic in the
project that references the Add-On Instruction may be affected.
The project may not verify or may verify but not work as
expected.

See Import configuration on page 89 for more information.

Add-On Instructions While Online

An Add-On Instruction cannot be overwritten during import
while online with the controller, though a new Add-On

Instruction may be created while online.

License-protected Add-On Instructions

A License-protected Add-On Instruction is written to the export
file in an encoded format unless the user's license contains
Export permission. To export in non-encrypted text, the

license must contain the Export permission, and when saving
the export file, the user must deselect the Encode Source

Protected Content option.

Final Name Change

If the Final Name of an Add-On Instruction is modified

during import configuration, the edit date of the imported
Add-On Instruction will be updated. In addition, all logic, tags,
User-Defined Data Types, and other Add-On Instructions in the
import file that reference the Add-On Instruction will be updated

to reference the new name. As a result, the edit date of any
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Add-On Instruction that references the Add-On Instruction will
be updated.
Add-On Instructions that have been sealed with an instruction

signature cannot be renamed during import.

User-Defined Data Types

Add-On Instructions cannot overwrite User-Defined Data Types.
Add-On Instructions and User-Defined Data Types must have

unigue names.

Instruction Signature

If you import an Add-On Instruction with an instruction
signature into a project where referenced Add-On Instructions
or User-Defined Data Types are not available, you may need to
remove the signature.

You can overwrite an Add-On Instruction that has an instruction
signature by importing a different Add-On Instruction with

the same name into an existing routine. Add-On Instructions
that have been sealed with an instruction signature cannot be

renamed during import.

Safety Add-On Instructions

You cannot import a safety Add-On Instruction into a standard
task.

You cannot import a safety Add-On Instruction into a safety
project that has been safety-locked or one that has a safety
task signature.

You cannot import a safety Add-On Instruction while online.
Class, instruction signature, signature history, and safety
instruction signature, if it exists, remain intact when an Add-On

Instruction with an instruction signature is imported.

IMPORTANT: Importing an Add-On Instruction created in version 18 or later of Logix Designer

software into an older project that does not support Add-On Instruction signatures causes the Add-On

Instruction to lose attribute data and the instruction may no longer verify.

Import configuration

When you select a file to import, the Import Configuration dialog box lets you select how the Add-On Instruction and

referenced components are imported.

If there are no issues, you can simply click OK to complete the import.

If your Add-On Instruction collides with one already in the project, you can:

*  Rename it, by typing a new, unique name in the Final Name list.

«  Select Overwrite from the Operation list.

»  Select Use Existing from the Operation list.
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# 7 Import Configuration - Motor_2_FBD.L5X [
Find: « B8 [FngRephce...
Find Within: Final Name:
Import Content:
@ I :
— t Name: Motor_2_FED
<7 Parameters and Local Tags e -
7% Routines Operation: [USe Existing

Reference i) References wil be imported as

£ Add-On Instructions ~ configured in the References folders

o
[ Errors arnings Final Name: Motor_2_FED

Description:
Click Add-On Instructions
to see the Configure Add- Click Collision Details to
On Instruction Reference see components that collide
view. If any referenced Revision: V10 with a definition already in
instruction definitions collide, the project.
the References folder is e e
flagged. Vendor:
oK cancel | [ Heb
Ready

O Tip: You can only rename an Add-On Instruction if it has not been sealed with an instruction signature.

To rename an Add-On Instruction that has been source-protected, you need the source key or the

required license.

The Collision Details button displays the Property Compare tab, which shows the differences between the two

instructions, and the Project References tab, which shows where the existing Add-On Instruction is used.

Update an Add-On Instruction to a newer revision through import

When you need to update an instruction to a newer revision, you can import it from an L5X file or copy it from an

existing project. You must be offline to update an Add-On Instruction.

90 Publication 1756-PMO10M-EN-P - September 2024 Rockwell Automation, Inc.



Chapter4  Importing and Exporting Add-On Instructions

To update an Add-On Instruction to a newer revision through import

1. Right-click the Add-On Instruction folder and click Import Add-On Instruction.

2. Select the file with the Add-On Instruction and click Open.
[ o e [F5)

Organize v Mew folder

7 Favorites Documents library Arangeby: Folder v
Ml Desktop Projects
& Downloads Mame Date maodified Type
| Recent Places

| CheckAutoContl.L5X 8/11/2014 218 PM  Logix Designer X..|
SafetyAddOnlnstructionl.L5X §/11/2014 2:21 PM Logix Designer X..|

- Libraries
@ Documents
J" Music
[E5] Pictures
B videos

. Computer
&, 0sDisk (C:)
¥ Releases (\\USMAYL
5 Releases (\wusmayln

“j Metwaork

< |

File name: CheckAutoContl.L5X + [ Logix Designer XML Files ("L5X |

[ Open |v] ’ Cancel ]

3. Review the Import Configuration dialog box, and from the Operations list, click Overwrite.

F4 ™
87 Import Configuration - CheckAutoCont2.L5X u
2% e ST
Find Within: Final Name
Import Content:
Add-On Instructions Configure Add-On Instruction Properties
i CheckAutoCont Import Name: CheckautoCont
<7 Parameters and Local Tags
9% Routines Operation: [Overwribe ) V]
-8 Errors/Warnings™
Final Name: CheckAutoCont ~ | Collision Details. ..
Description: -
Revision: v1.0
Revision Mote:
Vendor:
[ ok ][ cancel ][ e
Ready
J

4, Click Collision Details to see any differences in the Add-On Instructions and to view where the Add-On

Instruction is used.
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The Property Compare tab shows the differences between the instructions, in this case, the Revision,
Edited Date, and Software Revision.
T ™y

Add-On Instruction Name Collision - CheckAutaCont e ==

Property Compare | Project References
There are no differences in property values.
Import Add-On Instruction Existing Add-On Instruction
iName: ChedkAutoCont ChedkAutoCont s
Description: b
Revision: 1.0 1.0
Revision Note:
Vendor: Rockwell Rodkwel
Created Date: 8/8/2014 1:20:33FM 8/8/2014 1:20:33PM |
Created By: RA-INTYwoods RA-INTYwoods k-
Edited Date: 8/8/2014 1:22:09 FM 8/8/2014 1:22:09 PM
Edited By: RA-INTYwoods RA-IMNTYwoods
Executs Prescan: Mo Mo
Execute Postscan: Mo Mo
Execute Enable In False: No No [
Software Revision: v22.00 v22,00
Additional Help Text:
Logic is different: Mo
Mumber of Parameters: 4 4 T
Current Operation: Overwrite
[ Owerwrite ] [ Use Existing Cloze ] [ Help
N — —

Tip: The Compare dialog box only compares extended properties for each instruction definition,
such as description, revision, or edited date. For effective revision control, enter a detailed
revision note.

The Project References tab shows where the existing Add-On Instruction is used.

p

Add-On Instruction Name Collision - CheckAutoCont . L J
Property Compare | Project References
Locations where 'CheckAutoCont' is called in project:
Container Routine Location
Current Operation: Overwrite

Cwverwrite ] [ Use Existing Close ] [ Help

W\
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IMPORTANT: Check each routine where your Add-On Instruction is used to make sure that your

existing program code will work correctly with the new version of the instruction.

For more information on updates to arguments, see Updates to arguments following parameter edits on page 38.

1. Click Clese and then OK to complete the operation.
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Rockwell Automation Support

Use these resources to access support information.

Technical Support Center Find help with how-to videos, FAQs, chat, user forums, and product notification updates. rok.auto/support
Knowledgebase Access Knowledgebase articles. rok.auto/knowledgebase
Local Technical Support Phone Numbers Locate the telephone number for your country. rok.auto/phonesupport
Literature Library Find installation instructions, manuals, brochures, and technical data publications. rok.auto/literature
Product Compatibility and Download Center | Get help determining how products interact, check features and capabilities, and find rok.auto/pcdc

(PCDC) associated firmware.

°
Documentation feedback
Your comments help us serve your documentation needs better. If you have any suggestions an how to improve our content, complete the form at rok.auto/docfeedback.

Waste Electrical and Electronic Equipment (WEEE)

| At the end of life, this equipment should be collected separately from any unsorted municipal waste.

Rockwell Automation maintains current product environmental information on its website at rok.auto/pec.
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Connect with us. n m

rockwellautomation.com expanding human possibility”
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